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Abstract

Abstract

LEARNING IN SPIKING NEURAL NETWORKS
Sergio Davies

A thesis submitted to the University of Manchester
for the degree of Doctor of Philosophy, 2012

Artificial neural network simulators are a research field which attracts the interest
of researchers from various fields, from biology to computer science. The final ob-
jectives are the understanding of the mechanisms underlying the human brain, how to
reproduce them in an artificial environment, and how drugs interact with them. Mul-
tiple neural models have been proposed, each with their peculiarities, from the very
complex and biologically realistic Hodgkin-Huxley neuron model to the very sim-
ple “leaky integrate-and-fire” neuron. However, despite numerous attempts to un-
derstand the learning behaviour of the synapses, few models have been proposed.
Spike-Timing-Dependent Plasticity (STDP) is one of the most relevant and biologi-
cally plausible models, and some variants (such as the triplet-based STDP rule) have
been proposed to accommodate all biological observations. The research presented in
this thesis focuses on a novel learning rule, based on the spike-pair STDP algorithm,
which provides a statistical approach with the advantage of being less computationally
expensive than the standard STDP rule, and is therefore suitable for its implementation
on stand-alone computational units. The environment in which this research work has
been carried out is the SpiNNaker project, which aims to provide a massively parallel
computational substrate for neural simulation. To support such research, two other top-
ics have been addressed: the first is a way to inject spikes into the SpiNNaker system
through a non-real-time channel such as the Ethernet link, synchronising with the tim-
ing of the SpiNNaker system. The second research topic is focused on a way to route
spikes in the SpiNNaker system based on populations of neurons. The three topics
are presented in sequence after a brief introduction to the SpiNNaker project. Future
work could include structural plasticity (also known as synaptic rewiring); here, dur-
ing the simulation of neural networks on the SpiNNaker system, axons, dendrites and
synapses may be grown or pruned according to biological observations.
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Chapter 1

Introduction to neural networks

1.1 Neural networks

The term “neural network” is used to refer to a circuit of neurons that performs in-
formation processing using an approach to the problem different from the usual al-
gorithmic computation of modern computer systems. The basic computational units
of neural networks are neurons which may be either biological, or simulated mathe-
matically on a computational substrate (e.g. a standard computer, an analogue circuit,
etc).

Figure 1.1: General structure of a simple feed-forward artificial neural network. Each
coloured disc is a neuron, and each arrow is a synapse.
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A simple example of a feed-forward neural network can be expressed in the three-
layer network depicted in Fig.1.1, where each layer performs a simple task and the
whole network performs an algorithm.

The group of neurons on the left is the input layer whose task is to collect stimuli
from the external world; these neurons behave in a way similar to the sensory neurons
in humans. The middle layer is the computational layer, which processes information
received by the input layer (or perceived by senses in life forms); these neurons can be
compared with the brain in humans. Finally, the output layer, on the right, generates
the output stimuli of the network; these neurons are similar to the motor neurons in
humans.

More complex structures of neural networks may include recurrent connections
(connections between neurons of the same layer) or backward propagation: a feedback
channel from the computation and/or the output layer to the previous layer(s). Further
examples of neural network architectures exist in the literature.

This short and simplified example did not define any characterization of the neu-
rons and synapses in use. However, on the basis of the characteristics of these com-
ponents, the class of neural networks, and the type of algorithm that they perform, can
be defined. The two main classes into which neural networks are divided are defined
by the type of neuron in use: biological neurons (therefore biological neural networks)
and artificial neurons (therefore artificial neural networks).

In this first chapter the biological aspects of neural networks are examined so that
it is possible to compare them with the models used in artificial neural networks. After
the comparison there is a description of the objective of this research work with the
contributions and the structure of this thesis.

1.1.1 Biological neural networks

Biological neural networks are those formed by biological neurons which are con-
nected to carry out the functionalities typical of the nervous system in biological life
forms.

However, not all multicellular life forms on the earth have a nervous system. For
example, sponges are very old life forms comprising colonies of cells which do not
have a nervous system (Sanes et al., 2000) to allow electrical communication between
the various part of the body. In particular the presence and the complexity of the
nervous system has evolved during the various historical eras.

In the evolutionary scale, with regard to the nervous system, after the sponges it
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Figure 1.2: Simplified structure of the nervous system in vertebrate animals.

is possible to find the “Radiata” branch: life forms which have a radial symmetry. In
these life forms it is possible to identify a “top” and a “bottom”, but not “left” and
“right” sides; jellyfish are an example of this class of animal. These life forms have
a simple nerve net which allows reactions to external stimuli and in some cases even
complex behavioural patterns (Garm et al., 2007).

Life forms having the most complex neural system belong to the “Bilateria” branch.
These are the life forms which are (approximately) symmetric with respect to a longi-
tudinal axis, and for which it is possible to define a “left” and a “right” side in addition
to a “top” and a “bottom”. This branch includes the human race which has the most
complex nervous system known in nature: ≈ 100 billion neurons (average) (Williams
and Herrup, 1988) and 0.15 quadrillion (1.5 ∗ 1014) synapses in just the neocortex
(Pakkenberg et al., 2003).

More generally, in the “Bilateria” branch, the “Vertebrate” subphylum occurs. In
individuals of this subphylum, the nervous system can be divided into two intercon-
nected halves (Kandel et al., 2000): the peripheral nervous system and the central
nervous system. However, these two parts differ only from an anatomical point of
view (see Fig.1.2). From a functional point of view there is a strict relationship be-
tween the peripheral and the central nervous system. The peripheral nervous system
is the Input/Output interface for the central nervous system: stimuli collected through
the senses are sent through the peripheral nervous system, as sequences or trains of
spikes, to the central nervous system, where they are processed (by means of spikes,
with the help of neuromodulators). The central nervous system is the main processing
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unit for this information where all physical and behavioural reactions are processed
and subsequently stimuli are sent back through the peripheral nervous system to the
motor system generating the physical reaction.

1.1.2 Artificial neural networks

Artificial neural networks are circuits made by the interconnection of artificial neu-
rons, which mimic the behaviour of biological neurons. This type of neural network
needs to be simulated through a custom component designed for this purpose. Simu-
lators comprise hardware (analogue or digital) or software (digital) components which
compute mathematical models of biological neurons and biological synapses.

If neural networks are classified according to computational units (i.e. neurons and
synapses), it is possible to distinguish three classes of algorithms (Maass, 1997) which
differ between them by the types of input/output signals they are able to process and to
emit: binary signals, continuous values and spike events (see Fig.1.3). This research
work focuses on the third class of artificial neural networks: networks with spiking
neurons; however, for completeness, here we describe also the other two classes of
artificial neurons.

The first class of artificial neural networks features neurons, also called percep-
trons, which are composed each of two sections: a sum and a threshold. The sum part
receives input from a set of weighted synapses (in Fig.1.3 w1, . . . ,wN represent the set
of input weights) and performs a thresholding function on the result of the sum. Both
the input and the output have values that may be equal to either 0 or 1 (discrete values).

The second class of artificial neural networks is composed by neurons which per-
form a two-stage computation: a sum of values received through weighted synapses,
and a sigmoid function evaluator whose input is the result of the sum previously com-
puted. The second computational stage gives the name to the neurons, which are also
called sigmoidal units. The inputs can be any real-valued number, and the output is
defined by the transfer function – the sigmoid unit for example limits outputs to [0;1],
whereas the hyperbolic function produces outputs in the range [−1;1].

The third class of neural network is composed by spiking neurons: neurons which
communicate through short signals, called spikes. This class of neural network has two
main differences when compared with the previous two classes. In the first place, this
class of neurons introduce the concept of time in the simulation, while earlier the neural
networks were based on abstract steps of simulation. In addition, such neurons present
similarities to biological neurons, as they both communicate using short signals, which
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Figure 1.3: Classes of artificial neurons.

in biology are electric pulses (spikes), also known as action potentials.
In biology, the axon of a neuron is connected to the dendrites of another neuron

through synapses. Such structures have the ability to “pump” electrical charges from
the intracellular medium into the post-synaptic neuron. The amount of charge is a
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characteristic of the specific synapse and the specific neurotransmitter in use.
In artificial neural networks, to develop a mathematical model that reproduces such

a process, various parameters are used (synaptic weight, synaptic delay, synaptic cur-
rent function, etc.), to represent the characteristics of each synapse. For the synaptic
plasticity discussed in this work, we focus in particular on the synaptic weight pa-
rameter; however, other parameters are also presented for completeness. In particu-
lar, in Fig.1.3, the set w1, . . . ,wN represents the input synaptic weight for each of the
synapses.

Each spiking neuron of this class is composed of three computational stages: a
sum for all of the neuron’s input current, which is then integrated over time (the sec-
ond stage of the computation), and then, when the neuron’s membrane potential (the
potential difference between the two sides of the cellular membrane) raises above a
threshold, in the third stage of the computation, a spike is emitted and the membrane
potential returns to a reset value. The mathematical model of such spiking neurons
is generally described through Ordinary Differential Equations (ODE). Sections 3.6.1
and 3.6.2 present examples of such models.

Table 1.1, proposed by Dr. E. Izhikevich (Izhikevich, 2004), compares several
neuron models in terms of biophysical meaning, the types of biological neurons that
the model is able to replicate, the ability to exhibit autonomous chaotic behaviour and
the number of (floating-point) operations required for each step of simulation (with the
hypothesis of a 1msec simulation step). A “+” in the table means that the model is
able to emulate the particular type of behaviour. A “-” means that the model isn’t able
to reproduce it. A white space means that theoretically the model allows the specific
behaviour, but it was not possible to find the appropriate parameters (in a reasonable
amount of time).
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1.2 Uses of neural networks

Research on neural networks has generated increasing interest over the last few years.
Research groups applied them successfully to various tasks, such as (Misra and Saha,
2010):

• Pattern and sequence recognition;

• Data processing (filtering, clustering and compression);

• System identification and control;

• Game playing and decision making;

• Medical diagnoses;

• High energy physics;

• Image/object recognition;

• Image segmentation;

• Generic image/video processing;

• Finger print feature extraction;

• Autonomous robotics;

• Optical character/handwriting recognition;

• Acoustic sound recognition;

• Real-time embedded control;

• Security control units (e.g. in airports) – use automatic face recognition to raise
security levels (Zhang and Fulcher, 1996);

• Control theory with neural networks – the Neural Engineering Framework (Elia-
smith and Anderson, 2004)

• ... and much more...
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As artificial neural networks get closer to biological examples, it becomes possible
to emulate parts of the biological nervous system to study processes which normally
happen in the brain, but are not yet completely understood. In particular, spiking neural
network simulators allow the study of the extent to which theory can approximate
reality in the study of processes such as:

• Verification of how theoretic models approximate biological processes;

• The study of mental illnesses by emulating brain disorders;

• Testing how drugs affect the brain;

The final scope of research involving spiking neural networks is to understand how
the human brain works. Since the beginning of computer science, when the first com-
puter executed its program, processors have always consumed high levels of electri-
cal power compared with biological neural networks (e.g. the human brain (Furber,
2008)), but are not even near to being able to mimic what nature created: the brain.
This is an aggregate of neural cells which is very power efficient, where each element
does a very small computation, but this computation is extremely fast.

The power of the brain is believed to stem from the massive parallelism of inter-
connected elements, and this is a source of inspiration for novel projects. Scientists
try to emulate these characteristics on the basis that these may represent the future of
computer technology.

1.3 Adaptability (plasticity) in neural networks

Biological neural networks have the remarkable ability to be able to adapt to the sur-
rounding environment, and to improve their performance (according to a specific mea-
sure) in accomplishing specific tasks. Artificial neural networks have been designed
to replicate such behaviour, with some degree of accuracy, even though the complete
process is not yet fully understood.

The learning ability in biological neural networks is shown in the modification of
the parameters of a network (e.g. synaptic weight modification) so that it preserves the
experience gained through the learning process.

However learning cannot be defined uniquely, as there are too many activities in-
volved, and this process may be seen from different points of view. For example, the
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meaning of learning in an educational environment is quite different from the meaning
of the same word in a psychological sense or in a biological environment.

For the purpose of this thesis, the definition of learning in neural networks given
by S. Haykin (Haykin, 1999) is most suitable:

“Learning is a process by which the free parameters of a neural network

are adapted through a process of stimulation by the environment in which

the network is embedded. The type of learning is determined by the man-

ner in which the parameter changes take place”

In this definition there is a process involved, where these steps need to take place:

1. The environment in which the network resides gives stimuli to the network;

2. The free parameters of the network are modified according to the incoming stim-
uli;

3. The network generates a new output corresponding to the incoming stimuli from
the environment, where modifications occur because of the changes described in
the previous step.

The second of these steps is fully described through a learning algorithm: a well-
defined set of rules which describe how the modifications in the network occur as a
consequence of the incoming stimuli.

After modifications take place, the network generates an output, and therefore inter-
acts with the environment. The learning paradigms depend on the type of environment
which surrounds and provides training signals to the neural network.

1.3.1 Plasticity in biological neural networks

In biology the connection between two neurons shows a high degree of plasticity in the
parameters which characterize it. The weight of the synapse is one (and perhaps the
most studied) of these parameters. Other parameters which can be influenced concern
the speed of propagation of signals between the two neurons (Bakkum et al., 2008),
the generation of new connections (Sanes et al., 2000), the cancellation of existing
connections which have a very low influence on the post-synaptic neuron (Sanes et al.,
2000), and others.
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This thesis focuses, in particular, on synaptic weight modification, because this is
the most studied in biology and therefore provides the largest amount of supporting
material to be emulated using an artificial neural network simulator.

The first hypothesis for the underlying mechanism of the synaptic weight modifi-
cation was proposed by Hebb in 1949 (Hebb, 1949):

“When an axon of cell A is near enough to excite cell B and repeatedly

or persistently takes part in firing it, some growth process or metabolic

changes take place in one or both cells such that A’s efficiency as one of

the cells firing B, is increased”

Hebb, D.O. (1949), “The organization of behavior”, New York: Wiley, p.
62

“When one cell repeatedly assists in firing another, the axon of the first cell

develops synaptic knobs (or enlarges them if they already exist) in contact

with the soma of the second cell.”

Hebb, D.O. (1949), “The organization of behavior”, New York: Wiley, p.
63

“The general idea is an old one, that any two cells or systems of cells that

are repeatedly active at the same time will tend to become ‘associated’, so

that activity in one facilitates activity in the other.”

Hebb, D.O. (1949), “The organization of behavior”, New York: Wiley, p.
70

This mechanism has often been summarized as “cells that fire together, wire to-
gether”. However, more biologically detailed mechanisms have been described in the
last 30 years. Synaptic weights have shown the ability to be either enhanced (potenti-
ated) or depressed, and the time range over which these modifications lasts can span
from few milliseconds to a lifetime (Cowan et al., 2001).

These modifications have been associated with adaptation to sensory input and
short-term memory as well as long-term memory (collection of experiences), and oth-
ers.

It is possible to identify two main forms of synaptic plasticity connected with learn-
ing and memory which act on the synaptic weights where the difference is the time
scale: short-term and long-term plasticity.
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In addition to these, there is one further form of adaptation of neural networks
which spans a time period which is longer than the life of an individual: evolution
(Nolfi et al., 1994).

Here a small set of the biological processes involved in short-term and long-term
plasticity is presented. Detailed description of the biological events is left to more
appropriate sources. It is necessary only to be aware that these processes do take place
in biological neural networks.

Short-term plasticity

This type of synaptic plasticity leads to modifications in synaptic weights which dis-
appear in a short time (in the range between tens of milliseconds and minutes (Cowan
et al., 2001)). The modifications involve either enhancement or depression of the
synaptic signal, respectively named short-term enhancement and short-term depres-
sion.

The weight modification may be a consequence of the signals which pass through
the synapse (homeosynaptic plasticity) or may depend on a third neuron, different from
the pre-synaptic and post-synaptic neurons, which acts on the synapse (heterosynaptic
plasticity).

Homeosynaptic plasticity

This modification acts on the pre-synaptic transmitter release from the synaptic knob
either facilitating or inhibiting the release of the neurotransmitters. The general rule
(Zucker and Regehr, 2002) describes this learning rule on the basis of the inter-spike
time carried by the synapse: if this is less than 20msec the synapse is depressed (Paired
Pulse Depression - PPD). On the other side, if the inter-spike time is in the range
20−500msec, then the synapse is potentiated (Paired Pulse Facilitation - PPF) (Cowan
et al., 2001).

Heterosynaptic plasticity

This modification acts on the pre-synaptic transmitter release and is regulated by sig-
nals extrinsic to the synapse on which it acts. The modifications induced may be either
inhibition or facilitation. In biology there are many examples of heterosynaptic inhi-
bition processes, but fewer examples are available for the facilitation process (Cowan
et al., 2001).
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Long-term plasticity

Plasticity forms that act for longer times are also present in the brain. Generally it is
possible to divide them into two major categories: NMDA (N-Methyl-D-Aspartic acid)
receptor-based plasticity and NMDA receptor-independent plasticity (Cowan et al.,
2001). While, for the first type of plasticity, there is still some discussion on the ex-
pression mechanism, for NMDA receptor-independent plasticity, scientists have agreed
that this mechanism occurs at the pre-synaptic end in the hippocampus, cerebellum and
corticothalamic synapses.

NMDA receptor-independent plasticity has been widely studied and a learning al-
gorithm, called Spike Timing Dependent Plasticity (STDP), has been proposed as a
result of the effects generated in the biological experiments. The suggested rule was
first proposed by Bi and Poo in 1998 (Bi and Poo, 1998) and described the biological
mechanism, from a phenomenological point of view, without detailed analysis of all
the biological elements involved. This algorithm has subsequently been reviewed and
improved by others (Abarbanel et al., 2002).

The effects studied in the experiments suggested that the precise timing of the
incoming and outgoing spikes may be the cause for the Long Term Depression (LTD)
and Long Term Potentiation (LTP) of the synapse. This will be discussed later in the
thesis in chapter 6 (as background of the learning algorithm that is proposed).

1.3.2 Plasticity in artificial neural networks

In artificial neural networks there are various aspects of the learning process. It is im-
portant to define the environment in which the neural network is trained, this is called
the “learning paradigm”; the “learning rule” defines the algorithm through which the
neural network adapts to the incoming stimuli and there are several possible tasks that
a neural network may be trained to do. These three parameters (learning paradigms,
learning rules and learning tasks) are described in the next paragraphs (Haykin, 1999).

Learning paradigms

There are four main paradigms which describe the learning environment in which the
neural network operates:

1. Supervised learning: In artificial neural networks this learning paradigm is
characterized by the presence of sets of inputs and knowledge about the desired
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outputs. Having knowledge of both inputs and outputs, the network is able to
configure itself to apply the transfer function over inputs not previously seen. In
this case the network benefits from the presence of a teacher (the desired output)
through an error function which induces a modification in the parameters of the
internal structure of the network.

An example of learning rule for neural networks composed by sigmoidal units,
which uses this learning paradigm, is error-backpropagation, used in Multi-
Layer Perceptrons. The biological realism of such an algorithm (described with
pseudo-code in Algorithm 1) has been disputed (Stork, 1989), but some imple-
mentations claim to be biologically plausible (e.g. van Ooyena and Roelfsemab,
2003).

The supervised learning paradigm has also been applied to spiking neural net-
works using a modified version of STDP as the learning rule (Strain et al., 2006).
The STDP learning rule will be discussed later in chapter 6.

2. Unsupervised learning: This learning paradigm is characterized by the pres-
ence of only input training patterns, for which no output is provided. Thus the
network must learn to adapt through the “experience” collected from the injected
patterns. Once the network has adapted to the statistical regularities of the in-
jected input, it forms an internal representation of the features of the input, and is
therefore able to generate new classes based on this representation. This learning
paradigm will be used later in this thesis to perform tests for learning algorithms.
An example rule of this learning paradigm is the STDP algorithm (Bi and Poo,
1998), which is presented and discussed in-depth in chapter 6. In particular,
this algorithm has been extracted after the study of biological phenomena, and
is therefore biologically plausible;

3. Reinforcement learning: In nature, animals learn how to behave not only by
observing specimens of the same race or through a “teacher”. Often they experi-
ment with new behaviours in a trial and error process where a reward is present.
The right behaviour receives a positive reward and therefore is reinforced; ac-
tions that did not produce the desired outcome are penalized. The whole process,
here described, has been called “reinforcement learning” in connection with the
reward function that reinforces the correct behaviour. A link between the theory
behind this type of learning and its biological implementation in neural networks
has been found only recently (Ponulak and Kasinski, 2011).
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Algorithm Name: ERROR BACKPROPAGATION

Description: This algorithm is the basic method to propagate the synaptic
weight modification in an MLP network which was initialized with random
synaptic weights. In this example a 3-layer network is considered;

apply input(input);
output = compute output();
compute error(output, desired output);
weights variation output layer =
compute synaptic weights update(weights output layer, output);
weights variation hidden layer =
back propagate synaptic weights modification(weights variation output layer,
weights hidden layer);
update synaptic weights();

Function description:
apply input(): applies the specific input to the Multi-Layer Perceptron;
compute output(): computes the output for the Multi-Layer Perceptron;
compute error(): computes the new synaptic weights as a function of the error
between the actual output and the desired output;
compute synaptic weights update(): computes the synaptic weight update for
the synapses from the hidden layer to the output layer, given the current synaptic
weights and the error value;
back propagate synaptic weights modification(): computes the synaptic weight
update for the synapses from the input layer to the hidden layer, given the
weight update for the synapses from the hidden layer to the output layer;
update synaptic weights(): applies the synaptic weights update appropriately;

Algorithm 1: Error backpropagation

An example rule of such a learning paradigm applied to neural networks com-
posed by sigmoidal units is the Q-Learning rule (Watkins and Dayan, 1992),
which uses temporal differences to estimate the expected reward (Q(s,a)) of do-
ing a particular action (a) while in a particular state (s). This learning rule is
described by the formula (1.1):

Q(st ,at)← Q(st ,at)+α(st ,at)× (Rt+1 + γ×max
at+1

Q(st+1,at+1)−Q(st ,at))

(1.1)
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where:

• α(st ,at) is the learning rate for the specific action and state (0 < α≤ 1);

• Rt+1 is the reward observed after performing action at ;

• γ is a discount factor (0≤ γ < 1);

This learning paradigm has been applied also in spiking neural networks using
STDP as learning rule with a modulatory signal (Farries and Fairhall, 2007).

4. Evolutionary learning: Biological evolution is the process through which indi-
viduals are selected as the ones that have best adapted to the environment:

“[...] any being, if it vary however slightly in any manner profitable

to itself, under the complex and sometimes varying conditions of life,

will have a better chance of surviving, and thus be NATURALLY SE-

LECTED.” Darwin (1859), “On the origin of species” (6th edition),
New York: P.F. Collier, p. 15.

This happens through adaptation to the environment on the time span of gener-
ations: life forms that have achieved a better adaptation to the environment are
also able to live longer and reproduce more. Therefore, through natural selection,
the “winning” genes are the most diffused across the individuals of a particular
population. As evolution has been described in biology, similar processes can
be also described in numerous other fields (Holland, 1975). In particular it has
been described in artificial neural networks through evolutionary algorithms. In
the experiments ran by Pavlidis et al. (2005), multiple copies of the same struc-
ture of the neural network are reproduced on a computational system. Each of
these copies is able to learn independently from the others. The network evolves
bringing from one generation to the subsequent only the populations of neurons
that perform their task in the most effective way.

Learning rules

Learning algorithms for neural networks may be based on a series of principles. Here
we cite some of them, leaving detailed explaination to more appropriate sources (e.g.
Haykin, 1999):
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• Error-correction learning: The output generated by the network is compared
with (i.e. subtracted from) the requested output, and this error signal is used
to make the appropriate changes to the synaptic weights. This rule is used in a
supervised learning environment.

• Memory based learning: All the injected inputs are compared with those pre-
viously stored in memory. The input is then attributed to the class of its closest
neighbour that is present in memory.

• Hebbian learning: The basis of this learning algorithm was described at the
beginning of section 1.3.1 with the quotation of Hebb’s postulate. The STDP
learning rule belongs to this category.

• Competitive learning: The output neurons of a network compete among them-
selves to become active, inhibiting the others. This rule is used later in this thesis
in addition to the Hebbian learning rule described earlier.

Learning tasks

There is a long list of possible tasks to test the learning ability of neural networks
(Haykin, 1999). The research in this thesis focuses on a pattern recognition task which
includes a learning phase using a set of injected spikes: the network has to extract
and memorize the statistical properties of the injected spike pattern and determine if it
belongs to a known pattern. This is discussed later in chapter 6.

1.4 Statement of the problem and objectives

Implementing learning (in particular the STDP algorithm, as described later in section
6.3) on an event-based architecture, such as the SpiNNaker system, is computationally
very complex, and very expensive from a memory occupation point of view; this is
described in section 6.12.1.

The aim of this research is to provide a novel learning algorithm for a neuromorphic
system, requires less computational power and occupies less memory compared with
other learning rules currently studied, but provides learning features comparable to
other algorithms.
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1.5 Contributions

In this thesis three main contributions will be presented:

1. A novel implementation of a learning rule suitable for neuromorphic implemen-
tation; the rule presented will be called STDP-TTS (Spike Timing Dependent
Plasticity with Time-To-Spike forecast).

2. A novel approach to multicast packet routing in the SpiNNaker system; through-
out this thesis this topic will be referred to as “population-based routing”;

3. A real-time host computer interface to inject spikes into the SpiNNaker system.
These may be generated (for example) by a capturing interface (such as a silicon
retina) and injected into the system while the simulation is running;

The primary contribution of this work is the learning rule. The other two contribu-
tions were necessary to develop a suitable environment to perform the required tests to
study the characterization of the novel learning rule. In particular, while the motivation
for the novel learning rule was anticipated earlier as it represents part of the research
problem, the specific motivations for each of the other two contributions are described
in the sections 4.1 and 5.1.

1.6 Publications

1.6.1 Journal articles

• Sergio Davies, Cameron Patterson, Francesco Galluppi, Alexander Rast, David
Lester and Steve Furber
“Interfacing Real-Time Spiking I/O with the SpiNNaker neuromimetic architec-

ture”
published in Australian Journal of Intelligent Information Processing Systems
(AJIIPS) 2010, volume 11, number 1, pages 7–11 (Davies et al., 2010); This
article represents the basis of the work described in chapter 4;

• Sergio Davies, Alexander Rast, Francesco Galluppi and Steve Furber
“A forecast-based STDP rule suitable for neuromorphic implementation”
published in Neural Networks – Special Issue 2012 – Selected papers from
IJCNN 2012 – August 2012, Volume 32, pages 3–14.
This article covers the topic presented in the first half of the chapter 6;
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The author of this thesis has also contributed to the development and writing of the
article listed below. However, this will not be included directly in this work.

• Alexander Rast, Francesco Galluppi, Sergio Davies, Luis Plana, Cameron Pat-
terson, Thomas Sharp, David Lester and Steve Furber
“Concurrent Heterogeneous Neural Model Simulation on Real-Time

Neuromimetic Hardware”
published in Neural Networks, Volume 24, Issue 9, Nov 2011, pages 961–978
(Rast et al., 2011a).

• Xin Jin, Mikel Lujan, Luis A. Plana, Sergio Davies, Steve Temple and Steve
Furber
“Modelling Spiking Neural Networks on SpiNNaker”
published in Computing in Science & Engineering, 2010, volume 12, number 5,
pages 91–97 (Jin et al., 2010b);

1.6.2 Conference papers

• Sergio Davies, Alexander Rast, Francesco Galluppi and Steve Furber
“Maintaining Real-Time Synchrony on SpiNNaker”
published in the proceedings of the 8th ACM International Conference on Com-
puting Frontiers 2011, pages 15:1–15:2 (Davies et al., 2011b).
This paper describes the solution to a technical issue faced while testing the
STDP TTS learning algorithm. The content of the paper is not discussed di-
rectly in this thesis, however the work presented allowed the SpiNNaker system
to be able to correctly perform the required simulations.

• Sergio Davies, Alexander Rast, Francesco Galluppi and Steve Furber
“A forecast-based biologically-plausible STDP learning rule”
published in proceedings of the 2011 International Joint Conference on Neural
Networks (IJCNN), July 2011, pages 1810–1817 (Davies et al., 2011a).
This paper forms part of chapter 6.

• Sergio Davies, Javier Navaridas, Francesco Galluppi and Steve Furber
“Population-Based Routing in the SpiNNaker Neuromorphic Architecture”
published in proceedings of the 2012 International Joint Conference on Neural
Networks (IJCNN), July 2012, pages 1932–1939 (Davies et al., 2012b). This
paper is included as chapter 5 of this thesis.
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• Xin Jin, Alexander Rast, Francesco Galluppi, Sergio Davies and Steve Furber
“Implementing Spike-Timing-Dependent Plasticity on SpiNNaker Neuromorphic

Hardware”
published in proceedings of the 2010 International Joint Conference on Neural
Networks (IJCNN), July 2010, pages 2302–2309 (Jin et al., 2010c). This paper
is the background for the learning algorithm presented in chapter 6.

• Francesco Galluppi, Sergio Davies, Alexander D. Rast, Thomas Sharp, Luis A.
Plana, Steve B. Furber
“Hierarchical Configuration System for a Massively Parallel Neural Hardware

Platform”
published in proceedings of the ACM International Conference on Computing
Frontiers 2012 (CF’12), June 2012, pages 183–192 (Galluppi et al., 2012a). This
paper contains the description of the current system used to map neural networks
on the SpiNNaker system. The topic of this paper is discussed in paragraph 3.5.

The author of this thesis has also contributed to the development and writing of the
papers listed below. However, these papers will not be included directly in this work.

• Xin Jin, Francesco Galluppi, Cameron Patterson, Alexander Rast, Sergio Davies,
Steve Temple and Steve Furber
“Algorithm and Software for Simulation of Spiking Neural Networks on the

Multi-Chip SpiNNaker System”
published in proceedings of the 2010 International Joint Conference on Neural
Networks (IJCNN), Jul 2010, pages 649–656 (Jin et al., 2010a);

• Francesco Galluppi, Alexander Rast, Sergio Davies, and Steve Furber
“A general-purpose model translation system for a universal neural chip”
published in proceedings of the 17th international conference on Neural infor-
mation processing: theory and algorithms - Volume Part I, ICONIP’10, pages
58–65 (Galluppi et al., 2010);

• Alexander Rast, Francesco Galluppi, Sergio Davies, Luis A. Plana, Thomas
Sharp and Steve Furber
“An Event-Driven Model for the SpiNNaker Virtual Synaptic Channel”
published in proceedings of the 2011 International Joint Conference on Neural
Networks (IJCNN), Jul 2011, pages 1967–1974 (Rast et al., 2011b);
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• Andrew Webb, Sergio Davies and David Lester
“Spiking Neural PID Controllers”
published in Lecture Notes in Computer Science, 2011, Volume 7064/2011, 18th
International Conference on Neural information processing, ICONIP 2011, Nov
2011, pages 259–267 (Webb et al., 2011);

• Francesco Galluppi, Sergio Davies, Terry Stewart, Chris Eliasmith and Steve
Furber “Real Time On-Chip Implementation of Dynamical Systems with Spiking

Neurons”
published in proceedings of the 2012 International Joint Conference on Neural
Networks (IJCNN), July 2012, pages 2455–2462 (Galluppi et al., 2012b).

1.7 Workshops, conferences and invited talks

During the course of his Ph.D. the author has attended a number of events.
Workshops:

• 25th April 2010 - 8th May 2010 — CapoCaccia cognitive neuromorphic engi-
neering workshop — Capocaccia, Sardinia, Italy;

• 27th June 2010 - 14th July 2010 — Telluride neuromorphic cognition engineer-
ing workshop — Telluride, Colorado, U.S.A. The outcome of this workshop has
been described in the paper (Davies et al., 2010);

• 6th May 2011 - 14th May 2011 — CapoCaccia cognitive neuromorphic engi-
neering workshop — Capocaccia, Sardinia, Italy;

• 26th June 2011 - 16th July 2011 — Telluride neuromorphic cognition engineer-
ing workshop — Telluride, Colorado, U.S.A. The outcome of this workshop has
been described in the paper (Galluppi et al., 2012b);

• 12th September 2011 - 13th September 2011 — FACETS-ITN neuromorphic
systems workshop — Heidelberg, Germany;

• 16th April 2012 - 17th April 2012 — SpiNNaker hands-on meeting — Southamp-
ton, U.K.;

• 29th April 2012 - 13th May 2012 — CapoCaccia cognitive neuromorphic engi-
neering workshop — Capocaccia, Sardinia, Italy;
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• 1st July 2012 - 21st July 2012 — Telluride neuromorphic cognition engineering
workshop;

Conferences:

• 18th July 2010 - 23rd July 2010 — International Joint Conference on Neural
Networks (IJCNN) 2010 held within the World Congress on Computational In-
telligence (WCCI) 2010 — Barcelona, Spain; Presentation of the work described
in the paper (Jin et al., 2010c);

• 22nd November 2010 - 25 November 2010 — International Conference On Neu-
ral Information Processing (ICONIP) 2010 — Sydney, Australia. Presentation
of the work carried out during the Telluride 2010 workshop and described in the
paper (Davies et al., 2010).

• 3rd May 2011 - 5th May 2011 — ACM Computing Frontiers conference —
Ischia, Campania, Italy. Presentation of the work described in the paper (Davies
et al., 2011b)

• 31st July 2011 - 5th August 2011 — International Joint Conference on Neural
Networks (IJCNN) 2011 — San Jose, California, U.S.A.. Presentation of the
paper on the STDP-TTS learning algorithm described in (Davies et al., 2011a);

• 10th June 2012 - 15th June 2012 — International Joint Conference on Neu-
ral Networks (IJCNN) 2012 held within the World Congress on Computational
Intelligence (WCCI) 2012 — Brisbane, Australia; Presentation of the work de-
scribed in the paper (Davies et al., 2012b);

Invited talks:

• 18th July 2011 — Invited talk at University of California S. Diego — California,
U.S.A.;

• 19th July 2011 — Invited talk at Qualcomm and Brain Corporation — S.Diego,
California, U.S.A.;

• 20th July 2011 — Invited talk at Salk institute — S.Diego, California, U.S.A.;

• 28th July 2011 — Invited talk at University of Stanford — California, U.S.A.;
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1.8 Structure of the thesis

This thesis comprises 7 chapters, including this one.

Chapter 2

The second chapter presents the division into categories of neural network simulators
primarily from a theoretical point of view, and then considers some of the simulators
which have been developed around the world.

Chapter 3

The third chapter explains thoroughly the whole SpiNNaker project, the environment
in which the work described in this thesis has been developed.

Chapter 4

The fourth chapter presents the first contribution of this research: the SpikeServer. This
is the real-time input/output spike interface for the SpiNNaker board. This branch of
research started during the Telluride Neuromorphic Cognition Engineering Workshop
2010 when a real-time silicon retina was interfaced with the SpiNNaker board (Davies
et al., 2010). The architecture and the results collected from the SpikeServer follow
the author’s research. Cameron Patterson contributed through discussions on the tests
to perform and in helping to write the paper.

Chapter 5

The fifth chapter presents the second contribution of this research: the population-
based routing technique. Neurons are no longer connected one by one, but populations
of neurons are connected using the same “channel” (which represents the nerve bundle
in biological neural networks). Javier Navaridas contributed to this work describing
the routing algorithms for multicast packets which are known in the literature; on the
basis of this knowledge the author designed, implemented and tested the algorithm,
Francesco Galluppi contributed to this work in the software testing phase. The paper
(Davies et al., 2012b) on this topic was mainly written by the author with a contribution
on the literature review on known algorithms by Javier Navaridas and proof-reading by
Francesco Galluppi.

SERGIO DAVIES 42 LEARNING IN SPIKING NEURAL NETWORKS



Chapter 1. Introduction to neural networks

Chapter 6

The sixth chapter presents the main contribution of this thesis: the STDP-TTS learning
rule. Theoretical contributions to this rule were given both by Alexander Rast and
Francesco Galluppi. Alexander Rast, in particular, contributed to the paper writing
phase while Francesco Galluppi helped in running network simulations on SpiNNaker
and on Matlab.

Chapter 7

The final chapter discusses and summarizes the research undertaken so far and its
possible evolution in the future.
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Chapter 2

Neural network simulators

2.1 Introduction

This chapter presents an introduction to the tools and strategies used in the simula-
tion of Spiking Neural Networks (SNN). The description gives, first, a theoretical
overview on a possible way of categorizing neural network simulators. The second
part of the chapter then focuses on the main simulators developed in the field and de-
scribes them relative to the categorization scheme proposed. This chapter gives the
reader the grounds for a critical comparison between the various simulators developed
in the field and the one in which this thesis work has been carried out: the SpiNNaker
system. The SpiNNaker project is described thoroughly in the next chapter.

2.2 Categorization of SNN simulators

In this section a categorization of the SNN simulators is proposed. The first character-
istic splits the whole class in two halves: hardware and software simulators.

Hardware simulators are those which include the development of dedicated hard-
ware (e.g. a Printed Circuit Board, a special-purpose chip, etc.).

Software simulators are those developed to run on a standard computational unit
(e.g. a Personal Computer, a computer cluster, etc.).

In addition there are hybrid simulators which require both the development of cus-
tom hardware and software to complete the simulator (e.g. FPGA device, custom built
chip including a computational unit, etc.). Since, for this class of simulators, the de-
velopment of new hardware is required to provide a computational substrate for the
software simulator, they can be classified as hardware neural network simulators.
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2.2.1 Hardware simulators

Hardware simulators are those which include the development of dedicated hardware
to simulate SNN. This class includes simulators with specific software which runs on
dedicated hardware.

This class comprises analogue and digital hardware simulators, differentiated by
how the neurons are implemented: if neurons are implemented directly with analogue
components (transistors, capacitors, resistors, etc.) then it is an analogue hardware
simulator.

Alternatively, if the simulator is based on digital circuits which run dedicated soft-
ware of a specific neuron model, and the values of the physical quantities can assume
only discrete values, then this is a digital hardware simulator.

The literature also describes hardware projects which involve a combination of the
two techniques. Often the distribution of the spikes across a system may use digital
circuits, while the neural model is simulated using analogue components. In this case
the technique used to build the circuit which emulates the neural model is used as
reference to identify the type of simulator.

Both these classes can be subdivided on the basis of the number of neuron models
which the simulator is able to run: single and multiple neuron models. Single neuron
model simulators are those which, besides the reconfigurability of the synapses and the
variability of neuron parameters, permit only one specific neuron model to be run (e.g.
leaky integrate-and-fire, adaptive exponential leaky integrate-and-fire, etc.). Multiple
neuron model hardware simulators are those which permit different neuron models to
run on the same hardware in a reconfigurable network. This means that the same chip
permits different neuron models to run in different runs of a simulation.

While both analogue and digital simulators are able to run a single neuron model
simulation, only digital hardware simulators are likely to be able to simulate multi-
ple neuron models; in digital hardware it is easy to modify the part connected to the
computation of the state variable update of the model developed (e.g. modifying the
connection between multipliers, adders and other basic components), while in ana-
logue hardware it is very hard to reconfigure the circuitry (e.g. transistors, capacitors
and resistances) to a second neuron model.

Over all these taxonomies of simulators there is a relation with time: the simulation
can be in continuous time (analogue hardware), in discrete time (analogue and digital
hardware) or in abstract time (digital hardware) (Rast, 2010).

Continuous and discrete time simulations are generally well-known paradigms.
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Figure 2.1: Difference between abstract-time simulator and discrete-time simulator.

Simulators running in continuous time have the physical values of the simulation
always meaningful. Discrete time simulators have the time divided into “events” in
which the values of the simulation are meaningful. An abstract time simulator has
temporal slots in which the boundaries have a definition in the real life time. Between
these boundaries the computation takes place to move the simulation one step forward
integrating the differential equation(s) across one time step. The difference between
the abstract time simulator and the discrete time simulator can be described through
Fig.2.1: a discrete time simulator presents computation intervals which may not be
constant in time. An abstract time simulator has, instead, time-constant computation
intervals. Therefore, a discrete time simulator may become an abstract time simulator
if the computation interval is kept constant in all the slots.

Time relation is a characteristic that transcends the categorization of the simulators.
These, in fact, can be classified with respect to biological time (Fig.2.2):

• Real-time simulators: the time of the simulation corresponds to biological time.
Therefore one millisecond of simulation corresponds to one millisecond in bio-
logical time. This is a strict constraint.

• Accelerated time: the time of the simulation runs faster than biological time.
Therefore in one millisecond the simulation will model more than one millisec-
ond of activity of the biological model.

• Non real-time simulators: the time of the simulation runs slower than biologi-
cal time. Therefore in one millisecond the simulation will model less than one
millisecond of activity of the biological model.

A hierarchical definition of the classes of hardware simulator is graphically de-
scribed in Fig.2.3.
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Figure 2.2: Relation between simulation time and biological time.

2.2.2 Software simulators

Software simulators are those developed to run on a standard computational unit (e.g.
a Personal Computer, a computer cluster, etc.).

The neuron model implemented in these type of simulators is represented by some
lines of code which implement the mathematical model (in terms of Ordinary Dif-
ferential Equations - ODE) of a biological neuron. Since the neuron model here is
implemented in software, it is very likely that those simulators are able to simulate
multiple neuron models (perhaps even within the same run of a simulation). However
it is possible that simulators implement only single neuron model, in which case, the
simulator has usually been strongly optimized for a specific neuron model.

Software simulators can be clock driven (synchronous simulators) or event driven
(asynchronous simulators) and always run in discrete time (Brette et al., 2007) or in
abstract time (Rast, 2010).

Also, in this case, there is a time relationship which transcends the categories of
simulator presented until now. Usually the more neurons which are simulated, the
slower is the simulation, because the simulator substrate has a finite computational
power shared between all the neurons: the greater the number of neurons simulated,
the greater the computation demands of the simulator and hence the greater time taken
to perform a time step in the simulation. Eventually, for medium scale neural networks,
the time relation goes below the real-time boundary (in other words, it becomes slower
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Figure 2.3: Hierarchical representation of hardware neural network simulators

than real-time).
A hierarchical definition of the classes of software simulator is graphically de-

scribed in Fig.2.4.

2.2.3 Learning in modern simulators

All classes of simulator (both hardware and software) described can incorporate learn-
ing functions which is a characteristic which defines the architecture of neural network
simulators.

A simulator may be characterized by one or by multiple learning rules, and some of
them may even run during the same simulation (e.g. Short-Term Plasticity and Spike
Timing Dependent Plasticity).

However, for the purposes of this dissertation, simulators are classified on the basis
of the presence or absence of learning capabilities, without detailing the learning rules
implemented.

2.3 Review of main simulators developed

In this section a review of some existing simulators is presented; these have usually
been developed as part of neuroscientific projects. To reflect the differentiation made in
the previous section, here, hardware and software simulators are presented separately.
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Figure 2.4: Hierarchical representation of software neural network simulators

However, this section presents only a summary of the reviewed simulators. Complete
descriptions of each simulator are available in the cited references. Moreover, more
complete reviews have been published in numerous articles (e.g. Brette et al. (2007),
Misra and Saha (2010), Draghici (2000) and Zhu and Sutton (2003)).

2.3.1 Hardware

SyNAPSE

“SyNAPSE” is the acronym of the System of Neuromorphic Adaptive Plastic Scalable
Electronics project. The goal of this project is to design a neuromorphic chip which is
able to replicate a mammalian brain in size, functionality and power consumption: it
should be able to recreate 1010 neurons with 1014 synapses consuming 1KW of elec-
trical power and occupying 2dm3 (liters) of space (Seo et al., 2011; Ananthanarayanan
et al., 2009).

The simulator uses digital components to simulate a leaky integrate-and-fire neuron
model. Spikes are transmitted from one neuron to subsequent ones using a communi-
cation crossbar (Merolla et al., 2011).

Four different chips have been produced (Seo et al., 2011):

1. A base design chip with binary synapses and “standard” leaky integrate-and fire
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neurons;

2. A slim neuron variant, which fixes spiking, learning parameters and the structure
of the network in a two-layer learning network;

3. A 4-bit synapse variant which allows modification of synaptic weights in a way
closer to biology;

4. A low leakage variant to reduce power dissipated by neurons. This has some
cost in terms of the minimum operating voltage of the memory array.

In summary, this project can be classified as a hardware, digital, real-time simulator
with learning capabilities. The neural model is integrated over steps of 0.1msec with a
discrete time paradigm.

Blue Brain Project

The Blue Brain Project aims to provide a computational substrate for molecular-level
simulations that present biological realism. The goal of this platform is to “simulate

the brains of mammalians with a high level of biological accuracy and, ultimately, to

study the emergence of biological intelligence” (Markram, 2006).
The platform “Blue Gene/L” is provided by IBM and comprises 8,192 CPU nodes

each being a PowerPC 440 running at 700 MHz, with a peak performance of 22.4
TFLOPS and 2 TB of memory (Markram, 2006).

As described before, the software running the simulation involves biological de-
tails, therefore this simulator can be classified as: hardware neural network simulator,
running slower than real-time with a discrete time paradigm. The capabilities incorpo-
rated in this simulator involve learning, as well as other biological details.

FACETS - BrainScalesS

The FACETS (Fast Analog Computing with Emergent Transient States) project deliv-
ered wafer-scale integration of neuromorphic chips which simulate adaptive exponen-
tial leaky integrate-and-fire neurons (Schemmel et al., 2010). In addition it is possible
to reconfigure the circuit such that the adaptation part can be deactivated and hence the
neuron can behave as a standard leaky integrate-and-fire neuron. Short-term plasticity
and long-term plasticity mechanisms are implemented on the synapses. The distri-
bution of spikes uses digital components and digital interfaces may be used to route
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spikes between two wafers or to a computer. The system runs 104 times faster than
real-time, consequently, this simulator can be classified as multiple-model analogue
hardware simulator with learning capabilities running faster than real-time.

The FACETS project is completed and the outcome forms the basis of the current
BrainScaleS project.

Neurogrid

The core of this simulator is a neuromorphic analogue chip simulating 256×256 leaky
integrate-and-fire neurons in real-time (Silver et al., 2007). The distribution of spikes
across the system uses digital interconnections which propagate spikes from one layer
to the subsequent using an Address Event Representation (AER) protocol (Boahen,
2000). This protocol defines the transmission of neural events (action potentials) in
simulators by sending the address of the element which had emitted it. In the Neurogrid
project, an external FPGA is required to program arbitrarily neuron interconnectivity.

In summary, this is an single-model hardware simulator running in real-time with-
out learning capabilities.

VLSI chips from Zurich

The chips built by the group at the Institute for NeuroInformatics (INI) in Zurich im-
plement analogue leaky integrate-and-fire neurons with 28 plastic and 4 non-plastic
synapses per neuron, running in real-time (Indiveri et al., 2009). The learning rule im-
plemented in hardware is related to the standard STDP learning rule, but uses bi-stable
state synapses: one state provides a high synaptic weight, while the other state pro-
vides a low weight. The distribution of the spikes in the architecture takes advantage
of the AER protocol.

This simulator can be classified as a single-model, analogue, hardware simulator
with learning capabilities running in real-time.

2.3.2 Software

Brian

Brian is a software neural simulator written in Python (Goodman and Brette, 2008). It
is able to simulate multiple neuron models, but much slower than real-time, especially
when simulating complex neural networks. It is a clock-driven simulator, where all
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events take place on a fixed time grid (t = 0,dt,2dt,3dt, . . .). Learning features are
available for the simulation.

In summary, this is a software simulator which allows multiple neuron models in
the same simulation and implements learning features. It uses a discrete, clock-driven,
time paradigm, running slower than real-time.

Neuron

Neuron is a software simulator for creating and using models of biological neurons and
neural circuits (Brette et al., 2007). It is supported by a complete development environ-
ment to describe characteristics of neurons and neural circuits. To advance simulations
in time, users have a choice between built-in clock-driven methods (a backward Euler
and a Crank-Nicholson variant both using fixed time step) and event-driven methods
(fixed or variable time step which may be system-wide or local to each neuron, with
second order threshold detection).

In summary, this is a software simulator which allows multiple neuron models in
the same simulation and implements learning features. It uses a discrete clock-driven
and event-driven time paradigm, running slower than real time.

Nest

The purpose of the simulator Nest was to be the reference implementation to support
the development of neural network simulators (Brette et al., 2007). The networks this
simulator is able to run can easily grow up to 105 neurons and beyond, with realistic
connectivity.

This simulator supports heterogeneity of neurons and synapses in a single simu-
lation. It implements both a global time-driven simulation mechanism and an event-
driven algorithm, so that spikes are not fixed on the discrete grid.

In summary, Nest is a software simulator which allows multiple neuron models in
the same simulation and implements learning features. It uses a discrete clock-driven
and event-driven time paradigm, running slower than real time.

Genesis

Genesis (Wilson et al., 1989) (GEneral NEural SImulation System) is a simulator that
aims to reproduce the biological behaviour of neural systems with details ranging from
biochemical reactions to large scale neural networks.
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Genesis was the first simulator able to cope with large scale neural networks and
the main application is connected with the simulation of biological neural systems.

In summary Genesis is a software simulator which allows multiple neuron models
in the same simulation and implements learning features.

SpikeFun - DigiCortex

This project aims to build a large-scale biologically-realistic neural network simula-
tor for a standard PC (Dimkovic, 2011). The simulator engine is called DigiCortex,
while the graphical user interface is called SpikeFun. Currently it implements only
the Izhikevich neuron model with 30 compartments per neuron and AMPA, GABA
and NMDA synapses; learning capabilities are based on the standard STDP rule. The
simulator uses a discrete time paradigm and its speed depends on the number of neu-
rons simulated. However, even for small scale simulations, the speed of the simulation
appears to be slower than real-time.

In summary this project can be classified as a software simulator, running a single
neuron model in discrete time with learning capabilities.

NEF - Nengo

The Neural Engineering Framework (NEF) is a mathematical background which al-
lows the use of neural networks in the field of control theory (Eliasmith and Anderson,
2004). Using values encoded as neuron spiking rates it is possible to evaluate functions
(even non-linear) with the purposes of computing more complex algorithms. Nengo is
the software simulator which implements the principles of the NEF. The simulator uses
one main neural model, the leaky integrate-and-fire neuron model, and sets of encoders
and decoders to represent numeric values. Numeric values are encoded as collection
of spike rates for each population of neurons. The number are converted into spike
rates by an encoder population, and backward by a decoder population. The princi-
ples of the Neural Engineering Framework allow the possibility of synaptic plasticity
with the purpose of training the network to perform a particular function. The learning
paradigm featured in this case is, probably, supervised training with a teaching signal
which performs error correction.

In summary, this simulator allows multiple neuron models, runs slower than real-
time, has a discrete clock-based time paradigm, and incorporates learning features.
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2.3.3 SpiNNaker

The SpiNNaker system is presented thoroughly in the next chapter, however here we
give a summary of its capabilities to allow the comparison with the other spiking neu-
ral network simulators. This architecture is a real-time simulator running on an event-
driven abstract-time paradigm using multiple neural models during the same simula-
tion, and incorporating learning capabilities. As shown in the comparison table 2.1, the
SpiNNaker system provides some features that have not been proposed by other simu-
lators. For each simulator, the features developed have been marked with a tick. Only
simulators including software development have been categorised using the “Event-
driven” and “Clock-driven” classes. For Hardware simulators the two categories are
marked as “Non Addressable”.

2.4 Summary

In this section a possible categorization of modern spiking neural network simulators
has been presented; these are classified on the construction methodology and the fea-
tures implemented, as specified in the summary table 2.1.

The next chapter introduces the SpiNNaker simulator, its design and features, cat-
egorizing it using the methodology presented in the current chapter.
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Chapter 3

SpiNNaker project overview

3.1 Introduction

In this chapter the SpiNNaker project is introduced. The topics presented are an
overview of various aspects of the whole project and form the basis on which the
contribution presented in the following sections has been carried out. More detailed
description of the technical challenges and contributions made during the development
can be found in the articles cited throughout the description.

3.2 Description of the SpiNNaker project

The acronym SpiNNaker stands for Spiking Neural Network Architecture (Furber
et al., 2006) which is a hardware-based, real-time, universal, neural network simula-
tor following an event-driven computational approach (Furber et al., 2012; Rast et al.,
2010c). This project involves the design of a chip and the development of dedicated
software to simulate neural networks (Jin et al., 2008). This system tries to mimic the
features of biological neural networks in various ways:

• Native parallelism: Each biological neuron is a primitive computational ele-
ment within a massively parallel system. Likewise, SpiNNaker uses parallel
computation;

• Spiking communications: In biology, neurons communicate through spikes.
The SpiNNaker architecture uses source-based AER packets to transmit the
equivalent of neural signals (i.e. action potentials). Each Address Event Repre-
sentation (AER) packet identifies the event source through an addressing scheme.
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The time of the event is intrinsically identified by the time of the packet itself.

• Event-driven behaviour: Neurons are very power efficient, and consume much
less power than modern hardware. To reduce power consumption, the hardware
is put into “sleep” state when idle, awaiting an interrupt (Jin et al., 2008);

• Distributed memory: In biology, neurons use only local information to process
incoming stimuli. The SpiNNaker architecture features a hierarchy of memories:
memory local to each of the cores and an SDRAM local to each chip;

• Reconfigurability: In biology, synapses are plastic. This means that neural
connectivities change both in shape and strength. The SpiNNaker architecture
allows on-the-fly reconfiguration.

3.3 Hardware

3.3.1 Chip architecture

The core of this simulator is the SpiNNaker chip (Furber, 2011): a full-custom ASIC
chip with 18 ARM 968 cores, running at ≈ 200MHz with low power consumption
specifications and extended instruction set for digital signal processing. No floating-
point unit has been embedded in the architecture of this chip to comply with the low
power specifications and the space available on the die. Consequently, all computation
implemented in the software must be based only on fixed-point operations. Addition-
ally, the division operation is not part of the instruction set of the ARM architecture,
and therefore must be implemented in software, or avoided if possible. Figure 3.1 de-
scribes the chip by functional blocks, and Figure 3.2 labels each major component on
the die.

A full-custom router (Plana et al., 2007) stands between the cores and the input/out-
put links where it can receive network packets from any source and route network
packets to their correct destination(s). A Network on Chip (system NoC) interfaces
the cores with the peripherals: System RAM, System ROM, MII (Ethernet) interface,
Watchdog, System controller, PLLs and PL340. There are three types of memory
available to each core:

• Tightly Coupled Memory (TCM) which is part of each ARM core and is di-
vided in two parts: instruction TCM (ITCM) which is 32 KB and data TCM

SERGIO DAVIES 57 LEARNING IN SPIKING NEURAL NETWORKS



Chapter 3. SpiNNaker project overview

Figure 3.1: Block diagram of the full SpiNNaker chip

Figure 3.2: Layout of the SpiNNaker chip with labels identifying each functional
block.
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Figure 3.3: SpiNNaker chip package: the die of the SDRAM memory chip is mounted
on the top of the SpiNNaker chip.

(DTCM) which is 64 KB. This memory is integrated into each core, and there-
fore each core accesses its own TCM;

• System RAM, which is integrated into the SpiNNaker chip and shared between
all the processors. Its size is 32KB;

• SDRAM, which is a mobile laptop memory chip external to the SpiNNaker chip
and accessible through the PL340 interface, shared between all the cores. The
size of this memory is 128 MByte (identified with 1Gbit in Fig.3.1). Physically
the die of the memory chip has been mounted on top of the die of the SpiN-
Naker chip, with bonding wires which connects the two dies internally to the
packaging, as shown in Fig.3.3.

In addition there is a ROM memory shared between all the processors which con-
tains the bootstrap software.

3.3.2 Chip interconnections

The SpiNNaker chip has six external links, as described in Figure 3.1, to connect to
six other SpiNNaker chips in a 2-dimensional network of up to 256× 256 chips (see
Fig.3.4). The extremities of such a grid can be wrapped (see green links in Fig.3.4) to
form a toroidal network, as depicted in Fig.3.5. Alternatively, it is possible, also, to
visualize the 2-dimensional array of chips as a hexagonal-shaped network (see Fig.3.6).

SERGIO DAVIES 59 LEARNING IN SPIKING NEURAL NETWORKS



Chapter 3. SpiNNaker project overview

Figure 3.4: Two-dimensional grid of SpiNNaker chips with the needed connections (in
green) to form the toroidal shape.

Figure 3.5: Appearance of the SpiNNaker chip network
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Figure 3.6: Hexagonal shaped SpiNNaker chip network

3.3.3 Interconnection router

The centre of the interconnection system, described earlier, is the router which is the
main component of the SpiNNaker network (Wu et al., 2009; Wu and Furber, 2010).
This part of the chip has been custom designed to deliver packets received to the ap-
propriate destination(s) as fast as possible. The router is designed to handle four types
of network packet which are routed between processors and/or chips:

• Multicast (MC) packets are designed to be sent towards multiple chips in the
network. In neural application, this type of packet is used to send action poten-
tials (i.e. spikes) to multiple destination chips and/or cores. The router stores a
routing table that defines the way to handle this type of packet;

• Point to point (P2P) packets are routed towards a single destination chip in the
network. Each chip, at the beginning of a simulation, is identified by a unique
number (which is determined by its position in the network), and consequently
populates the P2P routing table identifying the routes to all the possible destina-
tions;

• Nearest neighbour (NN) packets are used to probe a neighbouring chip, to test
if it is alive and, in case it does not respond, it is possible to access its memory
directly through the router using “peek” and “poke” operations;

• Fixed route (FR) packets are directed towards the nearest Ethernet attached chip
through a mechanism similar to the MC packets. For these packets the route is
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specified in a router internal register.

Packets arriving at a router are presented one at a time and an internal arbiter is
responsible for determining the order of packet processing. Each packet is processed
independently of previously received packets (the router is stateless).

Multicast packets and routing table

Multicast packets are distributed by the router to one or multiple destinations at the
same time. Each packet requires one clock cycle to be processed, so that the router,
running at ≈ 200MHz, is able to process ≈ 200,000,000 packets per second. The
Multicast packet router includes a routing table of 1024 entries which determines the
route by which each network packet has to be distributed. The routing table comprises
a ternary CAM (Content Addressable Memory) with three values per entry: a key
value, a mask and a direction vector. The routing key of a received packet is compared
with all the entries in the routing table simultaneously using a circuit such as that
described in Fig.3.7. The field “Routing entry” is the value stored in the routing table,
where the mask is also stored and is used to select which bits of the routing key should
be used for the comparison. The field “Routing key” is the routing key of a packet
received by the router which is being processed. The circuit which selects the routing
entry, on the basis of the content of the fields “Routing entry” and “Mask” may have
four different behaviours as illustrated in Tab.3.1.

Figure 3.7: Circuit used to select a matching routing entry.

Routing entry Mask Matching condition
0 0 Match always
1 0 Match never
0 1 Match if the routing key value is 0
1 1 Match if the routing key value is 1

Table 3.1: Matching condition on the basis of the fields “Routing entry” and “Mask”,
as described in Fig.3.7

SERGIO DAVIES 62 LEARNING IN SPIKING NEURAL NETWORKS



Chapter 3. SpiNNaker project overview

If one routing entry matches, the direction vector is used to determine where the
packet is forwarded: it can be sent to any subset (including all) of the local processors
and the output links (Furber, 2011). If multiple entries are matched, then the one that is
stored in the lowest routing table location is used to determine the relay direction. The
direction vector is a bit mask where each bit identifies one destination (see Tab.3.2).
To relay the packet to multiple destinations, the direction vectors have to be OR-ed
so that multiple “1”s identify all the desired destinations. Multicast packets have an
additional (optional) field to carry 32 bits of information. So the total length (including
8 bit packet header) may be either 40 or 72 bits, depending on the presence or absence
of the payload.

MultiCast direction vector (binary) Output port Direction
000000000000000000000001 Link 0 East
000000000000000000000010 Link 1 North-east
000000000000000000000100 Link 2 North
000000000000000000001000 Link 3 West
000000000000000000010000 Link 4 South-West
000000000000000000100000 Link 5 South
000000000000000001000000 Processor 0 Local
000000000000000010000000 Processor 1 Local
000000000000000100000000 Processor 2 Local

... ... ...
100000000000000000000000 Processor 17 Local

Table 3.2: Table of direction for multicast routing entries. The vectors are OR-ed to
multicast the same packet to multiple directions

Point to point packets and routing table

Point to point (P2P) packets are sourced from one chip and directed towards another
in the SpiNNaker network. When a chip receives a P2P packet, it checks in the routing
table (specifically implemented for this type of packet - different from the multicast
routing table) the direction to which to relay the packet. Since this type of packet is
unicast, the Point to Point (P2P) router uses a direction field comprising three bits to
determine to which output the packet should be routed (see Tab.3.3). If the destination
is within the local chip, the packet is delivered to the monitor processor (as indicated
by the Router Control Register).

The data that this type of packet is able to carry limits to 32 bits, therefore the total
length of this packet (including the 8 bit packet header) is 72 bits.

SERGIO DAVIES 63 LEARNING IN SPIKING NEURAL NETWORKS



Chapter 3. SpiNNaker project overview

P2P table entry Output port Direction
000 Link 0 East
001 Link 1 North-East
010 Link 2 North
011 Link 3 West
100 Link 4 South-West
101 Link 5 South
11x Monitor processor Local

Table 3.3: Table of directions for Point to Point routing entries

Nearest neighbour packets

The Nearest Neighbour (NN) router is used to send and receive information to/from
neighbouring chips. This type of packet is used to initialize the system, to perform
run-time flood-fill and for debug functions.

The packet sent from one chip on a specific link (or on all the links) is received by
the chip on the other end of the link, which routes the packet to the monitor processor.

This type of packet can operate either with or without involving directly the cores
in the chip: “Indirect” NN packets are directed to the monitor processor which will take
action dependent on the content of the packet. “Direct” NN packets are processed by
the router and the operations allowed are either “peek” or “poke” memory operations
which can access directly resources on the system NoC.

This type of packet has an 8 bit header, 32 bits as memory address and 32 bits as
data. If the required operation is a “peek”, the packet length is 40 bits: 8-bit header
and 32-bit memory address to read. The destination chip (or core) replies with a sim-
ilar packet which contains 8-bit header and 32-bit data that is present at the required
address. For a poke operation the packet is 72 bits long and includes all three fields.

Fixed route packets

This type of packet has a behaviour similar to that of the Multicast packet except that a
single route is defined, independently of the content of the packet. The route is defined
in a register so that each router directs this type of packet towards a single specific
destination. The advantage of this type of packet is that it provides 64 bits of data to
be transported to the destination (instead of the 32 bits provided by all the other packet
types), which is helpful for software debugging purposes.

The length of this packet is always 72 bits.
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3.3.4 External connections

The SpiNNaker chip has an MII interface to allow Ethernet connections to the outside
world and is used to load data before simulation. During simulation it is used to retrieve
the status of the system and of the neural network, to input stimuli to specific neurons
and to get output spikes. At the end of the simulation it is possible to retrieve data
on neurons and synapses, and to gather information stored about the simulation (e.g.
spike times).

The external connection relies on UDP packet transfer over IP protocol. A SpiN-
Naker packet has been defined to send and receive information to/from all the chips
and cores on the board. These packets are encapsulated into a UDP packet and include
an instruction code, some parameters, if needed by the instruction, and a data field of
256 bytes.

3.3.5 Boards

Three types of board have been designed for the final version of the SpiNNaker chip.
The Initial design included four chips on a board designed to provide external connec-
tions to other boards (see Fig.3.8(a) and block schematic Fig.3.8(b)).

Subsequently, a smaller printed circuit board was designed with the purpose of
including them in toy robots, and therefore this board has been nicknamed “Bunny-
Board” (see Fig.3.9(a)): the difference from the previous version is in the number of
external connections provided (see board block diagram Fig.3.9(b)), and the use of the
in-package memory chip only.

Finally, a third board has been designed as the basic module of the final SpiNNaker
system. This board mounts 48 SpiNNaker chips in a hexagonal-shaped network (see
Fig.3.10(a) and block diagram Fig.3.10(b)). Multiple boards will be linked through
SATA-like connectors (it is possible to see them in Fig.3.10(a) on the left and right
edges of the board) to form the complete SpiNNaker system in the (virtual) shape of
the toroid presented in Fig.3.5.
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(a) Picture (b) Block Diagram

Figure 3.8: First release of the SpiNNaker board.

(a) Picture (b) Block Diagram

Figure 3.9: “BunnyBoard”
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(a) Picture

(b) Block Diagram

Figure 3.10: 48-chip SpiNNaker board.
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3.4 Software

The SpiNNaker simulator is a hybrid design which joins custom hardware with custom
simulator software adapted to the underlying hardware. The software developed for
the SpiNNaker system has been designed to maximise its power efficiency; whilst idle,
all processors are kept in a low-power sleep mode with interrupts enabled. When an
interrupt is received, the processor wakes up, performs the required actions to respond
to the interrupt, and then returns to sleep. The three main interrupt sources are as
follows:

1. Timer interrupt: at millisecond intervals (though this interval is programmable)
the timer triggers an interrupt to update the membrane potential status of each
neuron simulated by that core – integrating the Ordinary Differential Equation(s)
of the neural model. Should a neuron reach its firing threshold, a network spike
packet is emitted through the SpiNNaker network and routed to the core(s) on
which the destination neuron(s) reside. This is described thoroughly in the next
section;

2. Packet received interrupt: each time a packet is received from the SpiNNaker
network a Direct Memory Access (DMA) operation is triggered to bring in
the synaptic connection information for that neuron from the external SDRAM.
Spikes received within a single millisecond time slot are considered as belonging
to the same simulation millisecond;

3. DMA complete interrupt: this interrupt is triggered when the synaptic connec-
tion information has been transferred to the core’s local memory for processing.
Using a circular buffer to emulate the synaptic and axonal delays, at the ap-
propriate time the synaptic weight is used to calculate the current injected into
the post-synaptic neuron(s). The handler of the last two interrupts is described
thoroughly in section 3.4.2.

The number of neurons which each core is able to simulate within the timing con-
straint varies with the computational complexity of the neuron model, and with the
connectivity pattern required (Rast et al., 2010a). An upper bound on the maximum
number of neurons that each core is able to simulate is imposed by the design speci-
fications of the SpiNNaker system itself. All components, in particular those related
to memory access and communication, have been designed to support the biologically
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plausible traffic generated by up to 1,000 real-time spiking neurons per core. The soft-
ware is mainly written in C and can be divided into two main parts detailed in the next
two sections.

3.4.1 The neuron simulator

Figure 3.11: Block description of SpiNNaker neuron simulator software

The first part of the software is the neuron simulator described by the functional
blocks in Fig.3.11 (Jin et al., 2010a). This piece of software is triggered every millisec-
ond (for biological realism), though this value can be modified by a timer interrupt.
This structure has been chosen to implement an abstract time paradigm, as described
earlier in section 2.2.1: such an implementation, in fact, allows the various update in-
tervals always to be kept constant. The timer interrupt is configured in software so that
the interval is configurable to user specifications; these may require the ODEs to be
integrated more often than each millisecond for closer biological realism (Humphries
and Gurney, 2007).

The synaptic current value for each neuron is stored in a circular buffer comprising
16 slots (also known as “bins”), one for each step of the simulation. Each of these slots
contains a component for excitatory current and a second for inhibitory current. The
two components of the synaptic current are added to yield the current value which is
injected into the neuron and are then separately processed to compute an exponential
decay function, with a programmable time constant: one for the excitatory current, and
a second one for the inhibitory current. The exponential decay function applied to each
of the current components is:

Ie|i(t +1) = Ie|i(t)∗ (1− 1
τe|i

)

where e indicates the excitatory and i indicates the inhibitory component, and 1
τ is the

decay rate. The neuron model is then integrated over the time of a simulation step
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using the Euler method, and the previously computed current as input to the ordinary
differential equations modelling the neuron. The equations modelling the neuron are
not specified here as this is a general description of the algorithm which may apply
to various neural models; the models implemented on SpiNNaker are presented in
section 3.6. At the end of this computation, if the neuron is in the spiking condition, a
SpiNNaker multicast network packet is generated, and the neuron is placed in the reset
state. These steps are repeated for every neuron simulated by a single core.

The routing key of the multicast network packet generated represents the Global
ID of the sender neuron, which is unique over all the system and comprises the fields
described in Fig.3.12.

Figure 3.12: Description of the routing key structure.

The structure of the routing key is discussed in more depth in chapter 5, with the
description of the routing key space assignment.

3.4.2 The incoming spike handler

Figure 3.13: Block description of SpiNNaker incoming spike handler software

This part of the software, described in Fig.3.13, is the handler for incoming spikes,
which takes care of distributing the received spikes to the correct neurons in the chip.

When a spike is received, an interrupt is generated which triggers a DMA operation
to retrieve synaptic data from the external SDRAM. The synaptic words are organised
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in the SDRAM by the source neuron ID, and synapses from a single source neuron
form a “synaptic row”: when a packet with a specific neuron ID source is received, the
corresponding row is copied (by the DMA) to the TCM of the core to be processed.

The information provided by each of the synaptic words contains (all, or part of)
the following information (not necessarily in the order of description):

• Synaptic delay, from 1msec to 16msec;

• Destination neuron inside the receiving core;

• Synaptic weight, generally expressed in fixed-point arithmetic format, with the
number of bits representing the integer and the decimal part specific for each
neuron model;

• Synaptic type: excitatory, inhibitory, etc.;

• Synaptic plasticity on/off: a single bit which specifies if the synapse is plastic or
not.

Once the synaptic words are available for processing (after the DMA completes the
transfer, and returns with an interrupt), the simulator applies the plasticity algorithm
(if required) on the synapses, and then returns the weights to the SDRAM.

Finally, each of the weights is added to the circular buffer of the destination neuron
in the bin corresponding to the synaptic delay.

3.4.3 A common point: the circular delay buffer

The SpiNNaker system is designed to deliver multicast packets from one chip of the
network to all the other chips in less than a millisecond, time which is much smaller
than the mean typical biological synapse.

To accommodate the typical biological synaptic delay, a circular delay buffer is
used (see Fig.3.14), which is the common point between the two sections of the algo-
rithm.

As described earlier, this buffer is an array of 16 elements (“slots” or “bins”), each
containing, separately, the excitatory and inhibitory current values, whose access is de-
termined through a pointer which indicates, always, the element relative to the current
time stamp. Every interrupt received from the timer moves this pointer one element
forward; when the pointer reaches the end of the array, it wraps around and points
again to the first element of the array.

SERGIO DAVIES 71 LEARNING IN SPIKING NEURAL NETWORKS



Chapter 3. SpiNNaker project overview

Figure 3.14: Depiction of the circular buffer used for simulating the synaptic delay

The number of slots represents the maximum synaptic delay available in terms of
number of timer interrupts. If the timer interrupt is set to trigger an event every mil-
lisecond (i.e. current configuration of the software), the maximum allowed delay is
16 milliseconds. To simulate the synaptic delay, the current pointer of the buffer is
displaced by the synaptic delay (wrapped around as needed) and the synaptic weight
is added to the content of the correspondent bin, depending on the synapse type (exci-
tatory or inhibitory).

3.5 Pacman

Pacman is the acronym for Partition And Configuration MANager (Galluppi et al.,
2012a). This software converts a neural network description (using the standard PyNN
language (Davison et al., 2008)) into binary files which need to be loaded into the
SpiNNaker system to run the simulation. The block diagram of this software is de-
picted in Fig.3.15.

The interface “pyNN.spiNNaker” parses the description of a neural network which
follows the specifications of the pyNN language. This language allows a hierarchical
description of a neural network, based on populations and projections between them,
allowing further hierarchically superior layers, called “assemblies”, which group pop-
ulations of neurons (Davison et al., 2008)).

The “pyNN.spiNNaker” interface loads the description of the neural network into
a database, which holds this data, and all the further processing steps which allow the
Pacman software to map it on the SpiNNaker system. In this process various con-
straints have to be taken into account, such as: neural model complexity, synaptic
word encoding, neural parameter encoding, topology of the system in use, etc. All
these constraints are stored in the “Model library” database which is used throughout
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Figure 3.15: Block diagram of the partition and configuration software (PACMAN).

the network compilation process. In detail, the steps required for the network compi-
lation process are:

1. Splitter: This component splits populations and projections into parts which can
be mapped onto single processors. If a single population contains too many neu-
rons to be mapped onto a single core, this population is split into multiple “proto-
populations” or “part-populations”, each of which can fit into a single core. This
piece of software splits, also, the projections which occur between populations
which are split. The split projections are called “proto-projections” or “part-
projections”; the results of this step are stored back in the network database.

2. Grouper: This component groups populations which contain fewer neurons than
those which could fit into a single core. In this way it is possible to use the
SpiNNaker system for neural simulation efficiently. The outcome of this stage
is again stored into the network description database.
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3. Mapper: This component maps the outcome of the grouper on the SpiNNaker
cores available, considering the topology of the network of chips and the func-
tioning processors available.

4. Routing: This component assigns the addressing space to the populations of
neurons and computes the routing tables for the SpiNNaker system to map the
projections between the populations. This component is described thoroughly
in chapter 5 of this thesis. The outcome of this process is partly written to the
database, and partly written as binary files to be loaded on the SpiNNaker sys-
tem.

5. SpiNNaker file generator: This component generates files to describe each sin-
gle neuron, each single synapses and all the auxiliary files to run the simulation
on the SpiNNaker system. The outcome of this process are the binary files to be
loaded on SpiNNaker, or used to run the simulation. In particular, the informa-
tion related to the encoding of the binary files are described, for the most part, in
the model library database.

3.6 Neuron models available

Various neural models have been implemented for the software simulator. Below there
is, a list of the most relevant, with the mathematical model (in terms of Ordinary Dif-
ferential Equation(s) - ODE) that each of these implement:

3.6.1 Izhikevich neuron

A model of the Izhikevich neuron (Izhikevich, 2003) has been implemented for the
SpiNNaker software simulator (Jin et al., 2008). The ODEs representing this mathe-
matical model are: v̇ = 0.04v2 +5v+140−u− I

u̇ = a(b · v−u)

if v = 30mV then v = c, u = u+d

Where the state variable v is the neuron membrane potential, while the state vari-
able u is the neuron recovery variable. The condition v = 30mV is the spiking condi-
tion. Whenever this condition is met, the neuron “fires” (emits an action potential) and
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then goes back to the reset state expressed in the same formula.
The constants 0.04, 5 and 140 have been chosen by Izhikevich (2004); using these

it is possible to simulate at least 20 biologically meaningful spiking behaviours. a, b,
c and d are the four parameters of the Izhikevich neuron model (Izhikevich, 2003):

• The parameter a describes the time-scale of the recovery variable u. Smaller
values result in slower recovery;

• The parameter b describes the sensitivity of the recovery variable u to the sub-
threshold fluctuations of the membrane potential v. Greater values couple v and u

more strongly resulting in possible sub-threshold oscillations and low-threshold
spiking dynamics;

• The parameter c describes the after-spike reset value of the membrane potential
v caused by the fast high-threshold K+ conductances;

• The parameter d describes after-spike reset of the recovery variable u caused by
slow high-threshold Na+ and K+ conductances.

The mathematical equations are integrated twice in each time step to avoid the
mathematical instabilities suggested by Izhikevich (2010): a biologically unrealistic
oscillation of the membrane potential due to an integration step too long.

3.6.2 Leaky Integrate-and-Fire neuron

A model of the Leaky Integrate-and-Fire neuron (Dayan and Abbott, 2001) has also
been implemented for the SpiNNaker system (Rast et al., 2010b). The mathematical
model of this neuron is:

τdV
dt =VL−V +Rm · Iinput

The spike condition is defined by the condition V ≥Vthreshold . Whenever the neuron
membrane potential satisfies this condition, it emits a spike and then the membrane
potential resets to Vreset .

Where:

• V is the neuron membrane potential;

• τ is the membrane time constant of the neuron. If the input is null, the membrane
potential exponentially relaxes with this time constant;
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• VL is the resting potential of the cell. If the input is null, the membrane potential
of the neuron decays exponentially to this value;

• Rm is the membrane resistance;

• Iinput is the current injected in the neuron;

• Vthreshold is the threshold potential for a spike emission;

• Vreset is the reset value for the membrane potential after the neuron emits a spike;

This neuron model has been implemented in various versions according to the pre-
cision required for the simulation: the first implementation used 16 bits in fixed point
precision, with 8 bits representing the integer part and 8 bits representing the decimal
part.

A second implementation has been produced with 32 bit precision: 16 bits to rep-
resent each of the integer and decimal parts. This implementation replaced the 16 bit
one.

3.6.3 Poisson spike source generator neuron

This neuron generates a spike train according to a Poisson process: the Inter-Spike
Interval (ISI) is an instance of a Poisson random variable generated during the simula-
tion.

Limitations in the implementation, due to the fixed-point arithmetic, limit the rate
of the spike train in the interval between 25Hz≤ rate≤ 1000Hz.

3.6.4 Spike source neuron

This neuron generates spikes according to a pattern saved in the SDRAM memory
chip. Due to limitations in the memory available for this purpose, the input pattern has
to be less than 8MB.

3.6.5 Spike source live neuron

This neuron generates spikes according to data input from a host computer through the
Ethernet channel. This neuron works in partnership with the SpikeServer software that
will be introduced in the next chapter.
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3.6.6 NEF interface neurons

To import the Neural Engineering Framework (NEF) (Eliasmith and Anderson, 2004)
into the SpiNNaker simulator, a value encoder neuron and a value decoder neuron are
required (Galluppi et al., 2012b), as described earlier in section 2.3.2

3.7 Plasticity models available

In the SpiNNaker architecture synaptic weights are available for computation only
when a spike event is received. Therefore, to trigger potentiation when the post-
synaptic neuron emits an action potential, an implementation model is required to
store this information until the subsequent pre-synaptic spike is received. This model
is called the “Deferred Event Model” (Rast et al., 2009), and has been applied to re-
produce two learning rules. The first algorithm has been developed according to the
Spike-Timing-Dependent Plasticity (STDP) general rule (Bi and Poo, 1998; Jin et al.,
2009). A second algorithm has been developed to reproduce a simplified learning rule:
the spike-pair STDP (also known as nearest-neighbour STDP).

However, these two learning rules presented high requirements in terms of compu-
tational complexity (see section 6.12.1 for details), which, in some cases, override the
real-time constraint of the simulation. To overcome this negative aspect, this disserta-
tion presents, in chapter 6, a third learning rule, the STDP-TTS, which represents the
author’s main research contribution.

3.8 Summary

This chapter presented the SpiNNaker project, starting from the hardware, to the neural
network simulation software. According to the classification scheme proposed earlier
in chapter 2, the SpiNNaker simulator can be classified as a digital hardware, real-
time, neural network simulator which allows multiple neuron models to be used during
a single simulation; it implements learning features and runs with an abstract-time
paradigm. The comparison table 2.1 presented the features described in this chapter.

The topics presented here form the background on which the author’s research has
been carried out. Starting from the next chapter the author’s three contributions are
presented.
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Chapter 4

SpikeServer

4.1 Introduction

This chapter presents a novel software PLL (Phase Lock Loop) to synchronize two pro-
cesses resident on different computational units which exist in diverse clock domains.
This method has been successfully applied to an experimental real-time neuromorphic
architecture, where synchronised external temporal stimuli are provided to neurons be-
ing simulated inside the system. The implementation and results of this software are
provided as a case-study of how the technique may be employed to link together two
incoherently clocked domains. The chapter finally presents a study of the efficacy of
the technique when applied across further systems and deployment scenarios, focusing
on the time-drift and applied correction characteristics between the two computational
units.

The techniques presented in this chapter, and the next, were essential to perform
the required simulations to test the learning rule which will be presented in chapter
6. In fact, the only other options to inject a well-defined set of spikes into the system
(which was developed before the SpikeServer) is the SpikeSource neural population
(see section 3.6.4), which has a limitation in the number of spikes that may be loaded
into the system. Therefore for long simulations, with the number of neurons used for
testing the learning rule (800 input neurons), the development of this technique was
required. This software was developed to allow long simulations with the number of
neurons not restricted by the memory available and, in addition, to solve the wider
problem of how to interface spiking neurons simulated in the SpiNNaker architecture
with the external world.
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4.2 Real-time systems background and introduction

Real-time systems are specialised platforms which guarantee, to a greater or lesser
extent, the execution of a task in a particular time-frame. Such systems have to remain
reliable within their particular bounds, and fall generically into two categories: hard
and soft real-time systems.

Hard real-time systems are those where a failure subsequent to a miss in the tim-
ing constraint is considered a fatal fault (e.g. aircraft control, pacemaker device, car
injection system, etc.).

Soft real-time systems are those in which a failure subsequent to a miss in a timing
constraint is undesirable, and may generate some system degradation, but the system
itself can continue its job (e.g. display screen update, audio/video streaming, etc.).

Approaching these constraints from a design perspective, it is a hard real-time sys-
tem if a formal validation of the timing is required (Liu, 2000). A soft real-time system,
on the other hand, does not require such a formal validation, but statistical constraints
suffice for bounding purposes.

Within the field of spiking neural network simulators (Maass, 1997), real-time sys-
tems are commonly used to maintain the temporal integrity of simulations. This is the
case, here, as the arrival-time of spikes is commonly believed to be an encoding tech-
nique for information passing in the brain. Neural network simulators operate using
an electronic substrate and simulate the biological ‘wetware’ in which mathematical
models provide the behaviours for neurons, synapses and learning within the simula-
tion (Misra and Saha, 2010; Ponulak and Kasinski, 2011).

Spiking Neural Network (SNN) simulators have a range of real-time requirements.
A hard requirement, for example, is the neuron membrane potential update: if an up-
date does not meet its deadline, the result of the whole simulation is incorrect. An
example of a soft real-time requirement is given by the synaptic current injection: if
the input to a particular neuron is not provided in the right time-frame, the result of the
simulation is degraded but not necessarily invalid. This latter example matches with
biological observations where the synaptic delay may vary (Bakkum et al., 2008).

When operating SNN simulations, input stimuli may be provided from many
sources, including spikes from afferent neurons, and from interfaces to external en-
vironments. Devices which mimic the senses are high on the agenda, after all, an
artificial neural network is simulating the biological brain. Examples of input sensors
which can offer ‘brain-like’ spiking output include silicon retinas (Lichtsteiner et al.,
2008; Leñero-Bardallo et al., 2010) and silicon cochleas (van Schaik and Liu, 2005).
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The configuration of the sensors, and the network design itself all contribute to the
output(s) of the SNN. In biology motor functions are one common output product and,
in the simulation domain, these can be replicated by actuating a motor controller for
example (Davies et al., 2010).

Each neural network project and simulator has unique targets with specific traits
and characteristics. There has been some work in the SNN field to define a high-
level standard representation of events in a neural network, resulting in the Address
Event Representation protocol (Boahen, 2000). However, input and the output systems
are generally tailored to match the requirements of the target system; it is possible to
identify two distinct interfacing families:

1. Analogue input/output for analogue hardware simulators, such as FACETS
(Schemmel et al., 2010) or VLSI chips (Livi and Indiveri, 2009);

2. Digital input/output for hardware simulators (either analogue or digital) which
implements digital communication systems between neurons, such as Neurogrid
(Merolla et al., 2007) or FPGA simulators (Cox and Blanz, 1992). AER (Boa-
hen, 2000) is often used for identification and timing means here.

This chapter presents a novel software architecture, the SpikeServer, which was
initially developed to ensure that the timing of external input stimuli meets the re-
quirements of a SpiNNaker simulated neural network, and this is used as the initial
case-study. However, the approach taken may be useful in areas broader than just the
neural computing space – wherever there is a requirement to synchronise the opera-
tion of two or more arbitrary computational units over different clock domains, using
a non-deterministic interconnection channel. The basis of the SpikeServer is formed
by a novel general-purpose software PLL, which is presented in this chapter.

4.3 Architecture of the SpiNNaker system

As described in chapter 3, the SpiNNaker simulator comprises a hardware computa-
tional substrate on top of which a neural network software simulator has been devel-
oped. In this chapter one of the peculiarities of the SpiNNaker architecture is analysed
in more in-depth: the asynchronicity of the SpiNNaker system.
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4.3.1 Asynchronicity of the system

The SpiNNaker system contains ARM cores and memory banks, which are
synchronous components, however its communications operate asynchronously. Each
chip, therefore, runs on the basis of its own independent clock, islands of synchrony
in a sea of asynchronous interconnection. This configuration is known as Globally
Asynchronous, Locally Synchronous (GALS) (Chapiro, 1984), and offers good energy
efficiency without the requirement for a clock to be distributed globally throughout the
system. However, this configuration has a drawback: when regarding the system from
an external perspective (such as a host computer connected to the SpiNNaker system),
there is no signal which identifies the clock phase of the machine.

Despite the global asynchronous nature, when injecting spikes into the system to
stimulate its neurons, the timing must be matched to that of the target core to attain
consistent simulation. To deal with the asynchronous nature of the SpiNNaker system,
a high-level software PLL synchronization mechanism has been designed and incor-
porated in the external SpikeServer; this is fully described in the next section.

4.4 Implementation of SpikeServer

The SpikeServer is an interrupt-driven real-time multi-threaded software program that
runs on a host computer and which interfaces and synchronizes with the SpiNNaker
system, receiving and sending spikes at the appropriate time. The main structure of
this software is depicted in Fig.4.1.

The software is composed by more than 1,200 lines of C++ code (summarized
using pseudo-code for clarity) and spawns three threads which are put, initially, in the
“wait” state. Each of these threads is triggered by particular events:

1. Spike input parser: this thread parses the input spikes and queues them into a
buffer, ready to be sent to the SpiNNaker system at the appropriate time. The
thread starts when a new spike to be queued is received and needs to be sent
to the SpiNNaker board; This thread is described with the pseudo-code of the
Algorithm 2.

2. SpiNNaker packet sender: this thread sends spikes from the host computer
to the SpiNNaker system through the Ethernet channel according to the timing
constraints; this thread is activated by a timer synchronised with the target core
on the SpiNNaker system. Since the SpiNNaker system updates neuron state
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Figure 4.1: Schematic diagram of the SpikeServer software.

variables once per millisecond, the input must be provided at this frequency
too; however, to keep the timing constraint within this boundary, and effectively
detect and adjust for timing drifts, a period of 500µsec is used to increment the
internal counter. Pseudo-code of the Algorithm 3 summarizes the functionalities
implemented for this thread.

3. SpiNNaker packet receiver: this thread receives packets from the SpiNNaker
system and deals with them according to their type; it is activated by an Ether-
net packet received interrupt, and the pseudo-code of Algorithm 4 described its
behaviour.

The two threads “Spike input parser” and “SpiNNaker packet sender” form a
producer-consumer paradigm using a shared queue which stores the spikes to be sent.
The synchronization routine performs a software PLL function which is the equivalent
of a hardware PLL: it receives packets from the SpiNNaker system with a known inter-
packet time, and from that infers the phase and the period of the SpiNNaker system
timer tick. Using this information, the software is then able to send spikes using a
locally derived clock which is synchronized with that of the target SpiNNaker chip by
the software PLL. As the host PC has a clock which may drift in time relative to that of
the SpiNNaker clock, it adjusts to resynchronization packets from SpiNNaker which is
considered the master. The SpikeServer software is now able to send spikes according
to a clock dynamically synchronized with the SpiNNaker board.
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Algorithm Name: SPIKE INPUT PARSER

Description: This thread reads data from an input stream and checks if it
identifies the end of a millisecond frame (0xFFFFFFFF): if yes, the thread is
stopped until the next timer interrupt, otherwise the received data is considered a
spike and queued in a list to be sent to the SpiNNaker board. The condition of a
timer interrupt arriving before the end-of-frame identifier (0xFFFFFFFF) is
considered, and in this case the spikes received until the subsequent
end-of-frame are dropped.

while (data in the input stream()) do
data = read one word from stream();
if (spike queue not in use()) then

if (data == 0xFFFFFFFF) then
thread wait for timer signal();

else
queue spike(data);

end
else

while (data in the input stream() && (data ! = 0xFFFFFFFF)) do
drop spike(data);

end
end

end

Function description:
data in the input stream(): checks if data from the input stream is available;
read one word from stream(): reads 32 bits from the input stream;
spike queue not in use(): the spike queue forms a shared memory area between
a producer thread (this thread) and a consumer threads (SpiNNaker packet
sender - described later); therefore the access to this area needs to be arbitrated;
thread wait for timer signal(): puts the thread in wait state for a signal;
queue spike(): puts the spike just read from the input stream in the
producer-consumer shared memory;
drop spike(): drops the data just received without further processing;

Algorithm 2: Parser of the spikes to be sent to the SpiNNaker board.
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Algorithm Name: SPINNAKER PACKET SENDER

Description: This thread reads, from the shared memory, the spikes already
packed to be sent to the SpiNNaker board and sends them according to a timer
interrupt event. This thread is the consumer of the data produced by the thread
“Spike input parser”.

if (producer thread not in wait state()) then
signal timer trigger to producer();

end
if (spike queue in use()) then

thread wait for queue free();
end
spikes = flush spikes from shared memory();
send to SpiNNaker(spikes);
free memory(spikes);
signal producer thread();

Function description:
producer thread not in wait state(): checks whether the producer thread
(“Spike input parser”) is in wait state meaning that has completed loading the
spikes for the current time frame;
signal timer trigger to producer(): signals to the producer thread that the timer
signal has been triggered, and therefore no more spikes should be loaded in the
shared memory for the current time frame;
spike queue in use(): checks if the shared memory is currently being accessed
by the producer thread;
thread wait for queue free(): the thread is put in wait state until the shared
memory becomes available;
flush spikes from shared memory(): retrieves the spikes that have been queued
in the shared memory, freeing it for the producer to restart;
send to SpiNNaker(): sends the spikes to the SpiNNaker system;
free memory(): frees the memory used by the spikes that have already been sent
to the SpiNNaker system;
signal producer thread(): signals to the producer thread that the queue is ready
to accept the data for the following time frame.

Algorithm 3: Sender of the spikes to the SpiNNaker system.
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Algorithm Name: SPINNAKER PACKET RECEIVER

Description: This thread receives Ethernet packet from SpiNNaker; on the basis
of the content, each packet is identified as a resynchronization packet or a spike
packet, and addressed correspondingly.

if (data received is sync packet()) then
resynchronize();

end
if (data received is spike packet()) then

forward to output stream();
end

Function description:
data received is sync packet(): checks whether the packet received from the
SpiNNaker board contains synchronization data;
resynchronize(): triggers the software PLL routine to resynchronize the host
clock with the SpiNNaker one;
data received is spike packet(): checks whether the packet received from the
SpiNNaker board contains spike data;
forward to output stream(): forwards the spikes received to the output stream;

Algorithm 4: Data receiver from the SpiNNaker system.

The packets received from the SpiNNaker system may belong to one of two possi-
ble classes: spike packets, which are opened and forwarded to the output channel, or
synchronization packets, sent once every 256msec, used internally within SpikeServer
for derivation of the time in the SpiNNaker machine, and consequently to adjust the
SpikeServer internal timer. The behaviour of the routine that performs the required
adjustments is described in Fig.4.2, and with the pseudo-code of the Algorithm 5, and
consists of three main phases:

• Phase 1: The SpikeServer runs using a command line parameter which initiates
the timer period with the required configuration;

• Phase 2: When the first synchronization packet is received from the SpiNNaker
board, the software locks to the phase triggering the timer event immediately,
leaving the timer period unchanged. The synchronization packet contains the
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Figure 4.2: Diagram of the phases of the software PLL (see the description in the text).

time stamp of the SpiNNaker system when it was sent, which information is
stored by the SpikeServer;

• Phase 3: When the second synchronization packet is received, the software is
able to make a comparison between the SpiNNaker time which has passed be-
tween its synchronization packets, and the time which has passed for the host
computer. Due to jitter in handling interrupt requests in both systems, variances
in the crystals which generate the base frequencies, and delays in the delivery
of network packets, the two clocks usually have different periods. In this third
phase the timer event is triggered immediately and the timer period adjusted so
that the period for the host CPU matches the period of the SpiNNaker board.

Subsequent synchronization packets are used to maintain the synchronization be-
tween the SpiNNaker board and the host computer, and to adapt to dynamic variations
(e.g. temperature induced drifting).
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Algorithm Name: TIMER RESYNCHRONIZATION ROUTINE

Description: This routine performs the PLL operation resynchronizing the host
with the SpiNNaker time clock. It is performed on the basis of the network
packets received from the SpiNNaker system, with particular regards to the
“synchronization packets”. Using the first of these, the phase of the clock is
adjusted. Starting from the second packet both phase and period are adjusted. In
particular, the period is adjusted using the host time interval as a reference.

if (first resync packet()) then
store current host timestamp();
store SpiNNaker timestamp();
recharge timer period();
trigger timer in 50 µs();

else
host time interval = current host timestamp - last stored host timestamp;
SpiNNaker interval = current SpiNNaker timestamp -
last stored SpiNNaker timestamp;
set new timer period (host time interval / SpiNNaker interval);
if (current SpiNNaker timestamp ≥ current host timestamp) then

trigger timer in one timer period();
else

trigger timer in 50 µs();
end

end

Function description:
first resync packet(): checks whether the sync packet received is the first;
store current host timestamp() and store SpiNNaker timestamp(): stores in
memory the correspondent timestamp for future use;
recharge timer period(): reloads the timer period with the value available from
the user;
set new timer period (): computes the new timer period from the available data
and sets the timer period accordingly;
trigger timer in 50 µs(): sets the timer to trigger an event in 50 µs;
trigger timer in one timer period(): sets the timer to trigger an event in a full
timer period;

Algorithm 5: Timer resynchronization routine.
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Figure 4.3: Depiction of time drift between the host and the SpiNNaker board. No
synchronization routine is used in this experiment.

4.5 Tests and results

To illustrate the function of the software PLL introduced in this chapter, the results
of the execution of the SpikeServer without any synchronization mechanism is pre-
sented; this highlights the drift which would otherwise occur in the time reference
between the source and the destination computational substrates. The software PLL
resynchronization routine is then added to show the improvements. This experiment is
performed using a SpiNNaker board connected to a laptop running a standard release
of the GNU/Linux Ubuntu operating system. To minimise the impact of the operating
system and network overheads the following three constraints are applied:

1. No graphical interface running at the time of the experiment;

2. Network mapping entries (ARP) are set manually before the experiment starts;

3. The packet sender and the packet receiver are directly connected through an
Ethernet cable.

The three constraints are required to keep the time required to handle the interrupts
coming from the various sources as low as possible. In practice the graphical interface
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Figure 4.4: Depiction of time drift between the host and the SpiNNaker board, with
the software PLL synchronization technique applied.

was found to introduce a variable latency of many milliseconds before the timer inter-
rupt was processed. At the same time, it is useful to avoid ARP requests which may
take longer than a millisecond to complete, and, for the same reason, external network
equipment which may increase the delay and the jitter in the delivery of the network
data is removed.

The SpiNNaker board sends network packets to the host PC with its internal time
reference. The receiver PC compares this time against its internal reference, calculating
the uncorrected time drift. Fig.4.3 shows the result of this test: the simulation time (in
seconds) is on the horizontal axis, and the vertical axis displays the cumulative drift (in
msec) for the host PC since the first received packet. In Fig.4.3 it is possible to discern
a linear pattern every ≈ 70sec where the difference between the SpikeServer time and
the SpiNNaker board (used as reference) increases by 1msec, implying that the clock
on the SpikeServer system runs faster than the time reference in the SpiNNaker board
(by ≈ 0.0015%).

A second experiment shows the behaviour with the resynchronization routine and
the results are plotted in Fig.4.4. In this case the error is generally within the tolerated
range ±500µsec. Where the SpikeServer is faster than the SpiNNaker system (error
of +500µsec) the SpikeServer waits one 500µsec time slot before sending the network
packet containing the set of spikes to the SpiNNaker board. However, given the slow
drifts between clocks typically experienced (e.g. Fig.4.3), the spikes are still likely
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to arrive at the SpiNNaker board in the right time slot. In the second case, when the
SpikeServer is slower (error of −500µsec), the spikes may be sent half a millisecond
later than the beginning of the SpiNNaker millisecond slot; however, even considering
the network delay, they reach the SpiNNaker system within the remaining 500µsec of
the time slot, therefore avoiding errors in the neural simulation. Only in five cases was
the error larger than or equal to −1msec. Since, in each of these intervals, it is not
possible to discriminate when the drift occurred, to obtain a comparison value with
the previous error rate, the drift is considered to occur at the very beginning of the
interval (worst case scenario), and therefore the error is 2.5msec over the length of
the test, which was 1,000,000msec. Therefore, the error lasted, in these conditions,
for 2.5/1,000,000 ≈ 0.00025% of the time of the experiment, with an accuracy in-
creased by one order of magnitude. However, these errors are always temporary and
are corrected at the next occurrence of the synchronization packet when the Spike-
Server resynchronizes to the SpiNNaker’s internal clock reference.

4.6 Discussion

This chapter introduced an implementation of a software PLL used to synchronize two
computational substrates through an Ethernet link – a non-real-time channel. This
software demonstrated the ability to keep within the timing boundaries for all but
5/1,000,000 = 0.0005% of cases. These errors may be attributed to the different
periods of the clock references in the two computational substrates, and to the non-
deterministic interrupt handling routines (particularly on the host computer). Three
constraints have been introduced in the implementation of such an architecture on a
standard GNU/Linux machine (determined through experiment) described earlier in
the chapter. Experimentation proved that when using an overlying graphical interface
the interrupts may be delayed by up to 5msec which significantly disturbs synchro-
nization. Similarly, the resolution of the dynamic IP to MAC address ARP mapping
requires more than 1msec to complete, which again affects the results of the simulation
whilst being performed. The overall goal of the constraints listed is to reduce the num-
ber of processes which can block the timing accuracy of the interrupt handlers used
in the SpikeServer. Equally, to minimize the delay and jitter in the network, all the
networking equipment which may add timing inconsistencies to the communications
traffic has been removed.
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This software PLL technique has been applied to a specific case study of the SpiN-
Naker neuromorphic hardware. However, without any particular modification, it may
be applied to synchronize diverse platforms for any desired purpose.

4.7 Summary

This chapter presented a novel technique used to synchronize two computational units
across a non-real-time channel (like the Ethernet channel). The next chapter presents
a novel technique used to route spikes between populations of neurons, instead of the
usual neuron-to-neuron spike routing used in the simulators so far described. The two
techniques have been applied to test the learning rule presented in the chapter 6, which
is the main core on this research work.
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Chapter 5

Population-based routing

5.1 Introduction

SpiNNaker is a hardware-based massively-parallel real-time universal neural network
simulator designed to simulate large-scale spiking neural networks. Spikes are dis-
tributed across the system using a multicast packet router. Each packet represents an
event (spike) generated by a neuron. On the basis of the source of the spike (chip, core
and neuron), the routers distribute the network packet across the system towards the
destination neuron(s). This chapter describes a novel approach to the projection rout-
ing problem which shows advantages in both the size of the routing tables generated
and the computational complexity for the generation of routing tables. To achieve this,
spikes are routed on the basis of the source population, leaving to the destination core
the duty to propagate the received spike to the appropriate neuron(s). The features
presented are required for a faster reconfiguration of the SpiNNaker system, even if
they do not affect the learning behaviour of the system, to allow the overall system to
deliver the promise of reaching ≈ 1,000,000,000 neuron simulation, which is ≈ 1%
of the human brain neuron count.

5.2 Background

Biological neurons communicate in networks with spectacular levels of connectivity
using signals which are remarkably simple. The structure of the input dendritic tree al-
lows a neuron to receive inputs from many thousands of other neurons through synaptic
connections. The nature of the network – simple processing, complex connectivity –
suggests that much of the remarkable processing power of the brain must stem from
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the connection topology.
The need to support efficient processing within the wiring constraints and the space

of the brain naturally suggests some internal structure: biological neural networks do
not have random topologies. While specific functional microcircuits within biological
neural networks have been identified in some cases (e.g. Lefort et al. (2009)), the global
connectivity of the brain is known to feature bundles of long-range connections link-
ing specific regions to other specific regions in tight clusters (Hagmann et al., 2008).
Likewise, the general structure of the cortex has been analysed and is understood to
have dense local connectivity with relatively sparse, but strongly-directed, long-range
connectivity (Binzegger et al., 2009). The overall pattern – heavily clustered popula-
tions of neurons communicating through narrow specific projections – is thought to
provide a generic modular architecture to the brain which permits efficient processing
of almost any function or behaviour within a universal substrate.

It seems remarkable, therefore, that attempts to create neural networks in hardware
have rarely emphasised or even implemented this type of architecture. First-generation
neural processors, on the whole, tended to implement either cellular connectivity or all-
to-all patterns that promote reduced locality (Lindsey and Lindblad, 1995). A second
generation, acknowledging the need for reconfigurability, adopted a rewirable architec-
ture, but on the whole tended towards the circuit-switched approach typical of FPGAs
which is unsuitable for biological-style topologies (Maguire et al., 2007). Some exam-
ples of neuron intercommunication paradigms, as implemented in hardware spiking
neural network simulators (Draghici, 2000), are:

• Fully connected networks: neurons communicate with all or a subset of the
remaining neurons;

• Locally connected networks: neurons are arranged in a matrix in which each
neuron communicates only with a subset of the neighbouring neurons;

• Layered architectures: neurons of a specific layer communicate only with neu-
rons of the layers up-stream and down-stream;

• Reconfigurable architectures: the connections of each neuron are reconfig-
urable both in synaptic destination and in synaptic weight.

A common feature of all these architectures is that only neuron-to-neuron connec-
tions are taken into account, i.e. the description of the connectivity always uses a single
neuron as source and a single neuron as destination. However, in biology, it is known
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that neurons are functionally aggregated into populations (called “cell assemblies” in
Hebb (1949)) where all the neurons contribute to the same function, and then popu-
lations are interconnected (Fingelkurts et al., 2005). Indeed, in biology, the per-unit
computation seems to be very simple while the sophistication is in the connectivity. It
is surprising, therefore, that over 2 decades of hardware (and software) development,
effort has focussed more on efficient computational methods rather than on efficient
connectivity architectures. The idea of improving the connectivity architecture seems
always to have been latent in the field (James and Hoang, 1992), but never exploited.

In this chapter a software approach used to configure the SpiNNaker architecture
will be discussed. This software is based on the novel idea of connecting populations,
where all neurons in a population share a common path to the destination population(s).
The precise description of the connection between each single neuron happens only at
the very last operation, when the spike has to be distributed within the destination
population which resides in a specific simulation unit. The population-based approach
is then tested with various models of neural networks and shown to be an efficient
approach to the neuron inter-communication problem.

Given the high fan-out of neural connectivity, generating the distribution trees and
filling the spike routing tables is a very important, non-trivial part of the neural compu-
tation: in this chapter a new approach which simplifies this task is explored. Instead of
generating neuron-to-neuron multicast trees the computational time is greatly reduced
by generating population-to-population routes.

5.3 Architecture of the SpiNNaker system

The architecture of the SpiNNaker system (as highlighted in chapter 3) has been de-
signed for neural network simulation, even though it not limited to this task. However,
for the scope of this chapter, it is important to focus on the propagation of neural action
potentials, and how it has been designed in the SpiNNaker architecture.

5.3.1 Multicast communications in SpiNNaker

When a neuron fires, a multicast packet is generated and transmitted through the net-
work; the only information contained in the packet is the identifier of the neuron which
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Figure 5.1: Schematic of the SpiNNaker chip with the view of the routing directions.

has fired (see Fig.5.2). The information necessary to deliver the packet to the appro-
priate destinations is embedded in the routing table present in the router of each SpiN-
Naker chip (Plana et al., 2007). The mechanism through which network packets are
routed has been described in chapter 3.

In the following sections of this chapter the term “hop” is used to describe the
passage of a projection (or, equivalently, a packet) through one router of a SpiNNaker
chip.

5.4 Population-based routing approach

In the SpiNNaker system, each action potential generated by a neuron is sent to desti-
nation core(s) using a multicast packet on the basis of the source neuron identifier. The
routing key comprises 32 bits uniquely identifying the source neuron which emitted
the action potential.

Figure 5.2: Description of the routing key structure.

The 32 bits forming a routing key can be used arbitrarily, since the routers and cores
are fully programmable. However, for the sake of simplicity, a convenient structure
has been defined with the five fields described in Fig.5.2. The first two fields (16
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bits) provide information about coordinates (X and Y) of the chip where the neuron is
placed. The third field, 1 bit, is used to distinguish between a spike (bit set to 0) and
a system packet (bit set to 1); the fourth field identifies the source core inside the chip
where the neuron is placed. The last field is further split into two parts: a population

identifier and a neuron identifier. which have varying sizes so that it is possible to adapt
them to the size of the populations simulated in each core. If populations are large,
there can be fewer populations inside a core (few bits for the population identifier,
many bits for the neuron identifier). However, inside each core there can be a greater
number of smaller populations (many bits for the population identifier, few bits for the
neuron identifier). If populations exceed the number of neurons which a core is able
to simulate, they can be split into appropriately sized parts which will be treated as
individual populations, returning the problem to the original population-based routing.

The masking capability implemented in the router allows selection of the bits which
determine how the packet has to be routed. This feature allows selection of the part of
the routing key related to the first five fields depicted in Fig.5.2, which represent the
complete source population identifier.

For the purpose of the generation of the routing key, populations are sorted inside
each core by size; additionally, the size of the population is rounded up to the nearest
power of two. This addressing scheme has the advantage of subdividing the routing
key so that all neurons belonging to the same population will have the same initial
pattern, which is the population key identifier code (population ID). However, there
is the disadvantage that some of the routing keys are not actually used for specific
neurons, since they are used to align the following routing keys so that each population
has its own identifier inside a core.

An example of this addressing scheme is represented in Tab.5.1 where the first
column represents the population size. The “Rounded size” column represents the
population size rounded up to the nearest power of two. The following two columns
represent how the neuron identifier field (or equivalently the routing key) is split be-
tween the population identifier and the neuron identifier in terms of number of bits.
The last column represents the number of routing keys which are unused: the differ-
ence between the real size of the population (first column) and the number of routing
keys assigned to the population (second column).

The greatest number of unused routing keys is generated if a population contains
2n + 1 neurons: the size of the neuron identifier is then n + 1 bits, (2n+1 possible
routing keys) of which 2n +1 are actually used and 2n−1 are unused, with a ratio of
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Population
size

Population
Rounded size

Population
ID size (bits)

Neuron ID
size (bits)

Unused routing
keys

1 1 11 0 0
2 2 10 1 0
3 4 9 2 1
... ... ... ... ...
31 32 6 5 1
32 32 6 5 0
33 64 5 6 31
... ... ... ... ...
63 64 5 6 1
64 64 5 6 0
65 128 4 7 63
... ... ... ... ...

999 1024 1 10 25
1000 1024 1 10 24

Table 5.1: Set of routing keys used and unused for each size of the neural population.

≈ 50%. Therefore, to include this worst case scenario in the addressing scheme, 11
bits of the routing key are assigned to the population and neuron identifier. In total this
addressing space is able to identify 2,048 neurons per core in the SpiNNaker system,
giving twice the addressing space strictly required for the simulation. The number of
neurons for which the current SpiNNaker system has been designed is 1,000 per core
(maximum); this value strongly depends on the complexity of the model, however, and
on the interconnection and activity pattern.

The key point of the approach to population-based routing is the definition of the
population key; in the following two examples, the first part of the routing key, which
includes the X and Y coordinates of the chip and the core identifier, are not specified.
The examples focus only on the section related to the population and neuron IDs,
describing how these values are computed. In a simple example, if a core contains a
single population of 60 neurons, the population will be assigned the routing keys in the
set 00000000000 to 00000111111, even though the last four routing keys will not be
used. Therefore the population ID assigned to this population comprises 5 bits 00000,
which is the immutable part of the set of the assigned routing keys:

Population ID Neuron IDs︷ ︸︸ ︷
00000

︷ ︸︸ ︷
xxxxxx

In a more complex example, if a core contains three populations of (A) 60, (B) 20
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and (C) 6 neurons, the routing keys will be assigned consecutively (see Tab.5.2).

Population
Name

Population
size

Routing
key start

Routing
key end

Population
ID

Neuron
IDs

A 60 00000000000 00000111111 00000 xxxxxx
B 20 00001000000 00001011111 000010 xxxxx
C 6 00001100000 00001100111 00001100 xxx

Table 5.2: Example of routing for three neural populations.

For the purpose of routing the packets in the SpiNNaker network, it is possible
to use a single entry in the router per population, defining the route on the basis of
the population ID. Since this has a variable size, the mask field of each routing entry
must be computed according to the population size (rounded up to the greater power of
two). In this way, even if populations are formed by a number of neurons which is not
exactly a power of two, it is still possible to use a single routing entry per population
to route packets.

Figure 5.3: Two-dimensional grid of SpiNNaker chips with the needed connections (in
green) to form the toroidal shape.
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Dimension order routing Right-turn only Longest path first

Figure 5.4: Shape of the routes generated with each algorithm.

5.5 Multicast route generation

Given that the generation of routes is outside of the scope of this chapter, only simple
algorithms are considered for generating the multicast trees. All algorithms discussed
in this section are well-known in the literature (Dally and Towles, 2004) and gener-
ate routes obliviously, i.e. they only require local information. This is a prerequisite
for any multicast generation algorithm which has to be used in SpiNNaker because,
for large configurations of the machine, each chip will be in charge of generating the
multicast trees for its hosted neurons independently of the rest of the system. Further-
more, only the shortest path from a source to each destination is considered which,
given the triangular topology (see Fig.5.3), will require, at most, advancing in two of
the three possible directions (X, Y, Diag). The following algorithms will be taken into
consideration in this study:

• Dimension Order Routing (DOR): This routes the packets first advancing all the
required hops in the X dimension, then in the Y dimension and finally along the
diagonal.

• Right Turn Only (RTO): Packets are routed in a way such that only right-turns
are allowed. This require prioritizing the use of directions clockwise cyclically.

• Longest Path First (LPF): Each packet advances first through the direction hav-
ing the largest number of hops and then in the other one (if any).

Fig.5.4 shows the shape of the routes generated by each algorithm and the areas
covered by each local output port. In the figure, it is apparent that LPF has a better
partitioning of the network and a more balanced use of network resources. To corrobo-
rate this, a simple experiment has been performed where 1,000 random collections of
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Figure 5.5: Network resources needed by each algorithm.

256 destination nodes were created and located, on average, 32 hops from the source.
Then, using different algorithms, multicast trees have been generated and the network
resources used by each algorithm measured. The results of this experiment are plotted
in Fig.5.5 which shows the average resources used by each algorithm as well as the re-
source used per dimension; the latter provides an insight into the balance of the use of
network resources. Note that an unbalanced use of network resources may lead to sub-
optimal behaviour. The difference in terms of entries in the routing tables used by the
different algorithms is negligible (less than 0.1%) and therefore will not be considered
for deciding among them.

The results show that DOR has a very unbalanced use of network resources; it
requires a greater use of the diagonal links (roughly 1.5 times Y and 5 times X) which
are therefore likely to become a bottleneck. RTO provides a much more balanced use
of the network, but at the cost of increasing the total network resources employed.
However, as its use per dimension is noticeably lower than the most used dimension in
DOR, it does compensate for the higher use of resources in other dimensions. Finally,
LPF has the lowest requirements in terms of network resources (roughly 2/3 of the
other algorithms) and also produces a very balanced multicast tree. For this reason,
the LPF algorithm has been implemented in SpiNNaker as a first approach to generate
multicast routes and this algorithm is analysed throughout the rest of this chapter.
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Figure 5.6: Links selectable by the “Longest Path First” algorithm.

5.5.1 Implementing LPF for the SpiNNaker system

The first step to compute the routing path is to evaluate the difference between the
coordinates of the source and the destination chip. Doing so, the number of hops in the
two main directions is determined: horizontal and vertical.

The second step is to compute the number of hops in the diagonal direction. The
number of hops in this direction will be different from 0 only if the number of hops in
the X and Y directions have the same sign (both positive or both negative). If diagonal
hops are introduced, then the number of hops in the X and Y directions are re-computed
accordingly. An example of the routing trees is described in Fig.5.6, the figure shows
a 7× 7 subnetwork with the beginning of the branches generated by this algorithm.
Squares represent nodes, and lines between them represent the links; links which may
be used by the multicast algorithm are darkened. The domains reachable from each
output port are delimited by the red dashed line.

The routing paths for each of the source populations are computed step by step:
each routing key is stored in a memory structure which reproduces the 256×256 struc-
ture of the SpiNNaker system, the routing algorithm then moves the packet forward
by one step, storing the routing key in the appropriate memory structure. Finally all
these (raw) entries are further processed so that if multiple entries belonging to the
same routing keys are present in the memory structure representing one router, they
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are compressed into a single entry with multiple destinations. At the same time, the
default routing path is taken into account so that if an entry has to be default-routed,
the entry will not appear in the final list of routing entries.

In addition, to avoid excessive memory consumption in the host during the com-
putation of the routes, a “tiling” method has been applied: the whole 256×256 SpiN-
Naker chip assembly is divided into 64 blocks of 32×32 chips each of which is routed
individually. The routing algorithm is applied to the connections which are sourced in
each of the blocks of chips and the resulting entries are then compressed in the final
list, freeing the memory for the next iteration.

5.6 Routing tests

The implementation of the novel population-to-population routing algorithm has been
tested in three different scenarios:

1. One population per core, local projections only (recursive projections within
each of the 16 cores of a chip used for neural computation);

2. One population per core, system-wide connectivity;

3. A simple biologically-inspired thalamocortical model.

Local projections are projections between populations of neurons allocated to the
same chip. Long-range projections are projections between populations of neurons
which do not reside in the same chip.

In the first two tests, the generated neural network consists of one population of 512
neurons for each of the cores in the complete SpiNNaker system: 16 cores are used for
neural simulation in each of the 256×256 SpiNNaker chips of the whole system, for
a total of 1,048,576 populations and 536,870,912 neurons.

Results have been obtained running the routing algorithm on an Intel Core 2 Duo
T9600 (2.8 GHz) with 4 Gb of RAM using a Python program.

To appreciate the results presented in the following sections, it is important to com-
pare them with the results obtained using a neuron-to-neuron routing approach. An
example of such experiment has been published by Rast et al. (2011a), involving a
network of 4,000 neurons and 225,000 synapses simulated on a 2×2 SpiNNaker chip
test card (only one core per chip for neural simulation); this took about two hours (on
a machine comparable to the one used for these experiments) to generate the complete
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model which includes the neural model data structures, the routing table and the synap-
tic interconnection description. Since precise timing to generate such data structures is
not available, here we estimate (optimistically) that the time required to generate such
routing tables is only 10% of the full time (≈ 12min.). Based on this, a linear estima-
tion (optimistic) of such a model, replicated on a 256× 256 SpiNNaker chip system,
each with 16 cores for neural simulation, is attempted. Such model would take

256×256
2×2 ×16 = 262,144

262,144 times longer than the one proposed in Rast et al. (2011a) to generate only the
routing tables, ≈ 3,145,728 minutes, which corresponds to ≈ 6 years.

5.6.1 One population per core, local projections only

Figure 5.7: Results of the routing test with local projections only. The graph presents
the linear relation between the number of connections per source population (inter-
population connections) and the time required for the computation (in seconds).

The first test involved the generation of routing tables for a neural network where
only projections within the same chip were present. These projections involve, there-
fore, a single hop through the local chip router to reach the destination core. In
Fig.5.7 the relation between the time required for computation and the number of
inter-population connections is presented. On the horizontal axis is the number of
connections per source population (inter-population connections); on the vertical axis
is the time required for the computation (in seconds). It is important to note that the
computation time required is proportional to the number of connections defined.
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5.6.2 One population per core, system-wide connectivity

Our second test involved the generation of routes for a complete SpiNNaker sys-
tem. Every population selects, randomly, a collection of p destination populations
distributed all over the system; note that self-connections and local connections are
possible. In this case the time required for the computation and the number of rout-
ing entries generated represent the desired outcome of the test, therefore two graphs
are presented: Fig.5.8 shows the computational time required to route the correspond-
ing number of projections, Fig.5.9 shows the maximum and the minimum number of
entries occupied in the routing tables.

Figure 5.8: Results of the routing test with long-range projections only. The graph
presents the relationship between the number of connections per source population
(inter-population connections) and the time required for the computation (in seconds).

In both graphs, the horizontal axis represents the number of connections per source
population (p). In the case of 0.5 connections per source population, only half of the
populations in a chip have a projection towards another population in the system.

In Fig.5.8 the computational time is presented and from the graph it is clear the
the computational time is no longer proportional the number of connections. Since
single-hop routes require linear time, as shown by the previous test, the additional time
is required to route the packets over multiple hops. Therefore the time required for the
computation depends both on the number of connections sourced by a population, and
on the distance (or equivalently on the number of hops) between the source population
and the destination population(s).
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Figure 5.9: Results of the routing test with long-range projections only. The graph
presents the relationship between the number of connections per source population
(inter-population connections) and the number of entries in the routing tables. The
blue solid line with circles represents the minimum number of routing entries. The red
dashed line with squares represents the maximum number of routing entries.

5.6.3 The thalamocortical model

In this last test a simplified biologically-inspired (Thomson and Lamy, 2007) thalam-
ocortical model is used, as described in Fig.5.10(a). The figure shows the five-layer
cortical columns considered in this study. A circle represents a population, and the
number of neurons in the population is denoted within it. Black arrows represent
short-range connections, those within a single cortical column; dotted arrows repre-
sent long-range connections between different cortical columns. A depiction of the
structure of the long-range projections can be seen in Fig.5.10(b) in which circles rep-
resent cortical columns, and arrows represent projections among them. All the cortical
columns follow the same structure of projections.

The system comprises 512×512 columns placed on a two-dimensional grid giving
a total of 2,097,152 populations of neurons (503,316,480 neurons) and 7,327,752
projections (long and short range). The size of the greatest population has been se-
lected according to the number of neurons which each core is able to simulate, given
the interconnection pattern designed. However, since this model has not been simu-
lated, this size is a speculation. Two factors make the choice of the population size
unimportant from the point of view of this test. Firstly, the routing algorithm is in-
dependent of the exact size of the population, since the projection is represented by
a single routing entry per population per projection. Secondly, cortical columns have
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(a) A collection of cortical columns. The rightmost shows the
populations within each column.

(b) Depiction of the inter-cortical-column projections.

Figure 5.10: Details of the thalamocortical model test.
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been chosen because they offer a good demonstration for scalable systems, and pro-
vide a good model to exercise the capabilities of the routing algorithm. The model was
planned so that four cores are required to simulate a single column:

1. Excitatory population of layers 2/3 - Total 512 neurons;

2. Excitatory population of layer 4 - Total 512 neurons;

3. Excitatory populations of layer 5 (128 neurons) and layer 6 (384 neurons) - Total
512 neurons;

4. Inhibitory populations of layers 2/3 (128 neurons), layer 4 (128 neurons), layer
5 (32 neurons) and layer 6 (96 neurons) - Total 384 neurons;

While short range connections are kept local to each chip (each chip is able to
accommodate 4 columns which are allocated sequentially from the pool of columns
to place), long range connections do not take full advantage of the regularity of the
SpiNNaker architecture because the 512×512 columns grid does not match the 256×
256 structure of the SpiNNaker system. However some sort of repeating pattern will
be present for long range connections.

The routing algorithm generated the routing tables for the 65,536 routers in the
system using between 92 and 44 entries for each router. The histogram of the number
of entries per router is described in Fig.5.11 where the horizontal axis represents the
number of entries in the routers. The vertical axis represents the number of occurrences
of the specific number of routing entries in the whole SpiNNaker system.

The routing tables for this experiment have been generated in slightly more than 7
hours using population-based routing principles.

5.7 Discussion

The three experiments described here provided the basis for an evaluation of popula-
tion-based routing, with the particular goal of demonstrating that the time required to
route all the projection. The number of entries required in each routing table, allow the
problem to be solved in a time comparable to that required earlier using the neuron-
to-neuron routing strategy, but on a much bigger system scale: 256×256 SpiNNaker
chips are used during the experiments on the population-based routing, compared with
2×2 SpiNNaker chips used during the neuron-to-neuron experiments.
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Figure 5.11: Histogram of the number of entries in the routing tables. On the horizontal
axis the number of entries in the routing tables. On the vertical axis the number of
occurrences for the particular number of entries.

In fact, previous results of routing neuron-to-neuron in SpiNNaker (e.g. Rast et al.,
2011a), were obtained from a small neural network model (4,000 neurons and 225,000
synapses, as described earlier), and the configuration of a system such as the biological-
ly-inspired thalamocortical model described earlier would require ≈ 6 years to com-
plete. With the proposed population-to-population routing approach the time required
to generate the routing tables has been reduced to ≈ 7 hours, a reduction of several
orders of magnitude.

The thalamocortical model experiment described earlier shows the result of routing
using the principle that populations close together in the model reside in cores that are
close to each other. Using a similar approach, also, for long-range connections may
further reduce the number of entries in each router. In addition, in the case that the
number of entries required is greater than the size of the routing table, it is possible
to compress the entries further using a logic minimization tool (e.g. “espresso” or
“ROCM”, Lysecky and Vahid, 2003). This type of software automatically minimizes
boolean logic functions so as to use a smaller number of gates. The multicast routing
table represents a (complex) form of boolean functions, for which it is also possible to
specify the “don’t care” bit(s) for each entry using the router’s memory appropriately
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(see section 3.3.3).
A minor drawback with this algorithm is a need for an addressing space which

is larger compared with the standard neuron-to-neuron communication channel defini-
tion (in the worst case the addressing space required is double the space strictly needed
for the number of neurons simulated). However the SpiNNaker system has been de-
signed to simulate a 1 billion neuron neural network, which is only about 25% of the
addressing space offered by a 32 bit system, giving some additional space for a rational
organization of the routing keys.

This chapter has described the multicast packet router in the SpiNNaker system
and how the routing tables can be computed off-line. This process, in practice, is now
hosted on a PC which computes the routing tables starting from a high-level descrip-
tion of the neural network. In this context the “Longest Path First” algorithm has been
chosen because, between the algorithms which require only local information to route
packets to the destination chips (this algorithm requires only the source chip coor-
dinates and the destination chip coordinates), it is the one which uses the minimum
network resources and has the most balanced usage of network links. The routing path
may be computed hop by hop by each of the routers through which the packet has to
pass, until the destination router is reached.

The outcome of this routing algorithm, however, shows that for both random net-
works and biologically-inspired networks, the number of entries used in the routing
tables is rather low, compared to the number of entries available. Therefore, even if the
models used are designed only for testing purposes, the routing entries which are still
available for each router enable users to design networks which are more biologically
detailed.

The new approach moves the problem of the distribution of the spikes in the system
up of one level of abstraction: the number of projections does not depend any more
on the size of each single population, but on the number of the populations simulated
in the system. The computational improvements in this approach have allowed the
routing of projections across a very large neural network, such as those for which the
SpiNNaker system has been designed, using a standard PC in a reasonable time.

The content of the last chapter (the SpikeServer implementation) and this chapter
are applied together in the next chapter, which contains the main contribution of this
work: the STDP-TTS learning rule.

The algorithm described here is the first step towards a greater goal: a self recon-
figuring neuromorphic architecture; it has been designed to allow an implementation
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directly on the SpiNNaker system. In this way, during the setup phase, the SpiNNaker
system will self-configure determined by a high-level description of the neural net-
work. The routing algorithm described is only a first step, further steps include the
generation of each synaptic connection required by the high-level description, so that
the SpiNNaker system has the features of a self-configuring architecture.

Population-based routing moves the SpiNNaker architecture forward one step to-
wards synaptic rewiring (also known as structural plasticity): during the neural sim-
ulation, when required from the biological model, it will be possible to connect two
populations which initially were not connected. This is a biological process which
happens naturally at the beginning of life and with the acquisition of experience, but
that has not yet been completely understood.

The SpiNNaker system has been designed to provide a tool for biologists to per-
form experiments and test hypothesis which emerge from the study of biological neural
networks. The tool presented here is a step towards the implementation of such mod-
els in the SpiNNaker system with the objective of providing a tool to simulate such
biological processes, abstracting the description of the neural network up by one level
to the population scale.

5.8 Summary

This chapter presented the second of the author’s contributions: the population-based
routing approach. The idea presented here, together with the implementation of the
interface to inject input spikes into the SpiNNaker system (the SpikeServer) have been
used in the process of testing the novel learning rule, the STDP-TTS, which will be
presented in the next chapter, and describes author’s main contribution.
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Chapter 6

The STDP-TTS learning model

6.1 Introduction

This chapter introduces the main contribution of this research work: the STDP TTS
learning rule. The presentation of this research topic provides an introduction and
background section in which a brief overview and history of synaptic plasticity is pre-
sented. After a brief overview of the technical details of the SpiNNaker system used
across this chapter, section 6.3 discusses the motivation for this research. Subsequently
the extraction of some statistical features, used for this learning rule, is described. Fi-
nally the characterization of the proposed learning rule goes through various steps
in which the results are compared with the standard STDP and the spike-pair STDP
learning rules implementation on SpiNNaker. Results are presented to show how each
parameter of the learning rule influences the behaviour of the STDP TTS algorithm.
The task used to characterise this learning rule is a pattern recognition task: a repeating
pattern (randomly generated) hidden in a background noise is presented as input to a
neural network. As a consequence, the output neuron should emit an action potential
every time it identifies this pattern. Multiple patterns interleaved are also used to check
the capacity of the network (and of the learning rule) to adapt and to identify multiple
patterns.
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6.2 Background

6.2.1 Introduction to synaptic plasticity

Artificial neural networks increasingly involve spiking dynamics to permit greater
computational efficiency. This becomes especially attractive for on-chip implemen-
tation using dedicated neuromorphic hardware. However, both spiking neural net-
works and neuromorphic hardware have historically found difficulties in implement-
ing efficient, effective learning rules. The best-known spiking neural network learning
paradigm is Spike Timing Dependent Plasticity (STDP) (Markram et al., 2012) which
adjusts the strength of a connection in response to the time difference between the
pre- and post-synaptic spikes. Approaches which relate learning features to the mem-
brane potential of the post-synaptic neuron have emerged (e.g. Clopath et al., 2010) as
possible alternatives to the more common STDP rule, with various implementations
and approximations. Here a new type of neuromorphic hardware is used, SpiNNaker,
which represents the flexible “neuromimetic” architecture, to demonstrate a new ap-
proach to this problem. Based on the standard STDP algorithm with modifications and
approximations, a new rule, called STDP TTS (Time-To-Spike), relates the membrane
potential with the Long Term Potentiation (LTP) part of the basic STDP rule. Mean-
while, the spike-pair STDP rule is used for the Long Term Depression (LTD) part of
the algorithm. On the basis of the membrane potential it can be shown that it is possi-
ble to make a statistical prediction of the time needed by the neuron to reach the firing
threshold, and therefore the LTP part of the STDP algorithm can be triggered when the
neuron receives a spike. In our system these approximations allow efficient memory
access, reducing the overall computational time and the memory bandwidth required.
The improvements here presented are significant for real-time applications such as the
ones for which the SpiNNaker system has been designed. Simulation results show the
efficacy of this algorithm using one or more input patterns repeated over the whole
time of the simulation. On-chip results show that the STDP TTS algorithm allows the
neural network to adapt and detect the incoming pattern while reducing the amount of
computation required. Through the approximations suggested in this chapter, a learn-
ing rule is introduced which is easy to implement both in event-driven simulators and in
dedicated hardware, reducing computational complexity relative to the standard STDP
rule. Such a rule offers a promising solution, complementary to standard STDP evalu-
ation algorithms, for real-time learning using spiking neural networks in time-critical
applications.
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6.2.2 Learning in biological neural networks

Biological neural networks are known for their ability to learn and neuroscience re-
search has shown that the learning abilities of a neural network are connected with the
plasticity of the neural network itself (Cajal, 1894). Hebb (1949) proposed the first de-
scription of a mechanism behind the innate capability to learn, frequently summarized
as: “Cells that fire together, wire together”. This general rule emphasises the feature
of causality in the activation of neurons: if the pre-synaptic neuron fires an action po-
tential, and as a consequence of this event, the post-synaptic neuron also produces an
action potential, the connection (synapse) between the two neurons should be potenti-
ated. However, Hebb’s basic postulate takes into account only the increase in synaptic
efficacy, disregarding the possibility of a decrease in synaptic efficacy. Furthermore,
this possibility has been analysed in theoretical work and found to be important to
avoid saturation of the synaptic efficacy (Sejnowski, 1977; Bienenstock et al., 1982).
Likewise it is critical if the potential fidelity of the “recall” in associative memory is to
be maximized (Willshaw and Dayan, 1990).

Two different phenomenological descriptions of an undelying mechanism (pro-
cesses) can account for long-term synaptic depression: the first and most well-known
is related to the relative timing of the pre- and post-synaptic spikes (STDP). The sec-
ond process is called “homeostasis” and happens following a synaptic strengthening
event: after synaptic potentiation, all plastic synapses afferent on a neuron should
be re-normalized so that the total amount of input to a neuron remains constant (Se-
jnowski, 1977; Malsburg, 1973). Such re-normalisation is easy to achieve in a model,
where each node has global visibility of its input weights, but more complex to jus-
tify in biology where, since each synapse only has local visibility, there must either be
some neuromodulatory intermediary to act as a local proxy, or a specific structure in
the dynamics which conveys global information through local input spikes. Although
these processes imply that the information is stored in the timing of the spike event,
Roberts and Bell (2002) highlight a point of contention in neuroscience: it is not yet
clear whether information is encoded in the precise timing of the events or in their rate.

The underlying biological details of STDP have been well-studied. In 1996
Markram and Tsodyks (1996) showed that synaptic weight modification occurs when
pre- and post-synaptic spikes coincide at low frequencies. More results were described
by Bi and Poo (1998) after tests run on hippocampal cells: the results published show
a relation between synaptic weight modification and the relative timings of pre- and
post-synaptic spikes. The curve in Fig.6.1 shows a functional approximation to the
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Figure 6.1: STDP curve. The horizontal axis represents the time between pre- and
post-synaptic spikes (∆t = tpre− tpost). The vertical axis represents the synaptic weight
modification.

fitted correlation, which is called the STDP curve, and is represented by the following
two equations:

∆w = F(∆t) =

A+e
−∆t
τ+ ∆t ≥ 0

−A−e
∆t
τ− ∆t < 0

(6.1)

where ∆t = tpost− tpre, and A+, A−, τ+, τ− are parameters of the learning function.
The output of the function is the weight variation.

These experiments, however, relate only pairs of pre- and post-synaptic spikes; it
is not yet clear how multiple sets of pre- and post-synaptic spikes influence synaptic
weights. Furthermore, the efficacy of the synaptic weight modification has since been
shown to be limited by an efficacy time window, and the precise values of the curve
vary depending on the system and the neuron type (Abbott and Nelson, 2000; Bi and
Poo, 2001; Song and Abbott, 2001).

Graupner and Brunel (2012) propose a calcium-based model that, in their view,
justifies the known biological results extracted through experimentation. This model
consists of a single update rule of the synaptic efficacy which is able to reproduce the
results obtained from the original experiments by Bi and Poo (1998) which led to the
original description of the standard STDP curve (see Fig.6.1), as well as the results
obtained from the experiments which led to the triplet- (Pfister and Gerstner, 2006)
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and quadruplet-based (Wang et al., 2005) update rules. In addition the newly proposed
rule takes into consideration also the case of spike bursts which determine variations
in the synaptic efficacy.

Biological neural networks involve an important trade-off between two competing
processes (Turrigiano, 1999): the first is the need for change, the second the need for
stability. Carpenter and Grossberg (1987) identify this clearly in an important early ex-
ample of (non-spiking) winner-take-all networks as the “stability-plasticity trade-off”.
The first process allows changes which modify the activity pattern in neural networks,
creating progressively more emphasized differences between neurons, but with the ef-
fect of destabilizing it (Kube et al., 2008). The second process stabilizes the activity in
the neural network, making the activity uniform. In particular, the first process is as-
sociated with learning novel inputs, while the second normalizes the input of a neuron
on the basis of its mean firing rate, a state termed “homeostatic equilibrium”. Gilson
et al. (2009) make an extensive analysis of this trade-off for a general neural network
and find that the network structure is critical: in order to obtain stable networks which
can successfully learn differentiated patterns, the inputs must be arranged in correlated
input groupings, while the initial distribution of weights on the input neurons must
be non-uniform. Grossberg and Versace (2008) take a more explicit approach, sig-
nificantly extending and transforming the ART (Adaptive Resonance Theory) model
into a spiking representation incorporating the same tradeoffs. As per earlier ART
models this uses an auxiliary resetting network to detect novel inputs and make cat-
egory groups eligible for learning. Both of these approaches emphasize the need for
non-uniform initial network structure.

At a network level, Hebb’s general postulate has led to a variety of “Hebbian”
learning rules. While initially the primary attraction of Hebbian rules was their ability
to support unsupervised learning, the discovery of STDP in biology - and its subse-
quent identification as a Hebbian process (Gerstner and Kistler, 2002) - provide new
motivation by suggesting or explaining biological learning mechanisms. Various dif-
ferent learning rules have been examined theoretically and in simulation in an attempt
to find biologically realistic models. The field of neural coding provides several impor-
tant examples of the use of STDP in practice. The timing sensitivity of STDP provides
an obvious mechanism for network synchronisation. Izhikevich (2006) has proposed
several synchronous networks based upon STDP which use it to tune neurons with
convergent delays to form timing-locked logical groups. However, while synchronous
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networks offer a dynamic explanation of biological patterns, they have not thus far pro-
vided a complete functional explanation - that is, the role of synchronisation in the pro-
cessing remains disputed (Masuda and Kori, 2007). Winner-take-all (WTA) networks
provide explicit functional coding - either for the formation of stimulus-selective corti-
cal columns (Song and Abbott, 2001), or for methods of pattern selection (Masquelier
et al., 2008a). Rank Order Coding (Thorpe and Gautrais, 1998) may be considered as
a form of time dependent WTA neural coding, where information is encoded in the
order in which a neuron’s inputs fire. STDP has been used in conjunction of Rank Or-
der Coding in the emergence of selective orientation receptive fields (Delorme, 2001)
and in the unsupervised learning of visual features (Masquelier and Thorpe, 2007).
Reinforcement learning models prescribe even more explicit functional roles, such as
the use of STDP to construct a predictor (Rao and Sejnowski, 2001). Critically, STDP
remains, to date, the only biologically plausible underlying mechanism to demonstrate
functional learning rules for spiking neural networks (Arena et al., 2007) and, as such,
forms a central part of spiking models.

6.2.3 Algorithmic techniques for synaptic plasticity

When modelling neural networks in simulation, it is necessary to determine a precise
form for the learning rule. Multiple learning algorithms have emerged, attempting var-
ious trade-offs between computational complexity, biological realism, and analytical
tractability. The best-known Spike Timing Dependent Plasticity rule considers every
possible combination of pre- and post-synaptic spikes, modifying correspondingly the
synaptic weight (Song and Abbott, 2001) (see Algorithm 6 for pseudo code of this
learnign rule). The STDP has been used in several tests (e.g. Guyonneau et al. (2005))
and has proven to replicate the biology with some degree of accuracy. Burkitt et al.
(2007) have given a mathematical and statistical characterization of this rule. One par-
ticular property of the STDP emerges from the tests of Guyonneau et al. (2005): a
neuron which identifies an input pattern repeatedly advances the timing of identifica-
tion of this pattern earlier and earlier, until it reaches the earliest group of spikes that
begins the pattern.

An approximation of this algorithm is spike-pair (or nearest-neighbour) STDP. This
is the simplest learning rule which has shown some biological realism in experiments
(Masquelier et al., 2008b,a). It is known to approximate at least one biologically rele-
vant feature suggested by Izhikevich and Desai (2003): post-synaptic spikes propagate
back into the dendritic spines, resetting them. As a result, the latest post-synaptic spike
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Algorithm Name: SPIKE TIMING DEPENDENT PLASTICITY

Description: This routine described the standard STDP rule, which modifies the
synaptic weights pairing the time of all the pre-synaptic spikes with the time of
all the post-synaptic spikes.

foreach pre-synaptic spike do
foreach post-synaptic spike do

∆t = Timepre−Timepost ;
∆w =compute weight modification(∆t);
new weight = update synaptic weight(current weight, ∆w);

end
end

Function description:
Timepre: Time of the pre-synaptic spike;
Timepost : Time of the post-synaptic spike;
compute weight modification(): computes the weight modification according to
the STDP curve (Fig.6.1);
update synaptic weight(): updates the synaptic weight according to the current
weight and the weight modification previously computed, applying also hard
limits on the synaptic weight value, where appropriate;

Algorithm 6: The Spike Timing Dependent Plasticity (STDP) algorithm.

“erases” the effect of earlier pre-synaptic spikes. This rule is frequently implemented
in analogue hardware neural network chips (e.g. Indiveri et al. (2006)) since it is sim-
ple: the timing of only one pre- and post-synaptic spike is needed to trigger synaptic
potentiation and depression, eliminating the need for complex, area-intensive spike
buffering.

Bienenstock et al. (1982) have created a theoretical learning rule (called the BCM
rule after the authors’ initials): the basis of this algorithm is that the instantaneous
firing rate rather than individual spikes (as for STDP) set the pattern of weight modi-
fications. Synaptic inputs which drive the post-synaptic neuron to high firing rates are
potentiated, while inputs which produce low firing rates are depressed. Izhikevich and
Desai (2003) have proven an equivalence of the BCM rule and the STDP spike-pair
rule, opening both to common theoretical treatment and adding flexibility in specific
model implementation choices.

More variants of the STDP rule have been presented which take into account trains
of three and four pre- and post-synaptic spikes (Pfister and Gerstner, 2006; Wang et al.,
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2005). These rules try to explain a biological effect which shows synaptic depression
when neurons are subject to high input firing rates, where standard STDP would po-
tentiate those synapses (Sjöström and Gerstner, 2010). In particular, in Pfister and
Gerstner (2006), a novel description of synaptic plasticity based on triplets of spikes
seems to reproduce neurobiological experimental results with more accuracy, particu-
larly under conditions where the standard STDP rule shows limitations. The described
behaviour seems to match the BCM rule described before (Pfister and Gerstner, 2006),
even if the mathematical proof is limited by some statistical constraints on the input.

The algorithms which directly relate spike timings to synaptic weight modification
have been shown, more or less, to be biologically plausible. Recently, a new type of
algorithm based on the use of other observables or model variables as proxies for the
spike timing has started to emerge. Such algorithms dramatically reduce the compu-
tational load since the model does not have to compute each independent spike time.
One new class of those, in particular, relate the synaptic weight modification to the
(pre- or post-synaptic) neuron membrane potential (or by a low-pass filtered version
of it) (e.g. Clopath et al., 2010; MacNeil and Eliasmith, 2011). Artola et al. (1990)
describe the biological principles supporting this class of algorithm: depending on
whether the membrane potential of a post-synaptic neuron is above or below an LTP
or LTD threshold, the appropriate update is triggered. This assumes a form of voltage
gating of the synaptic update, much like the voltage gating term for transmission of
NMDA synapses.

In this context a new algorithm has been proposed by Davies et al. (2011a) which
relates the synaptic weight modification with the post-synaptic membrane potential in
a network of Izhikevich neurons. The paper presents an implementation of the STDP
TTS (time-to-spike) rule in a Matlab environment, and it shows that the new algorithm
is able to detect one or multiple patterns in a noisy background, lock the identification
and tune to the earliest possible group of spikes. This algorithm has been reproduced
on the SpiNNaker hardware (Davies et al., 2012a) and presented similarities with the
Matlab implementation, even though there were numerical differences between the
two implementations. In this chapter an implementation of the STDP TTS learning
rule on the SpiNNaker neuromimetic simulator is presented. It has improved since
that presented in (Davies et al., 2012a), and it is compared it with the best-known
standard STDP and the spike-pair rules to show that it is less expensive from both a
computational and a memory utilisation aspects, while being able to detect patterns
with performance comparable to the standard STDP rule.
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6.3 Architecture of the SpiNNaker system

The hardware and software architectures of the SpiNNaker system have been described
in chapter 3. This chapter focuses on the learning rules available, and provides an
extension to the ones already implemented.

Learning rule

The current learning rules developed for the SpiNNaker simulator are based on the
standard STDP and its spike-pair variant algorithms. Usually, in software simulators,
the standard STDP rule is implemented so that, when a spike is received by the post-
synaptic neuron, LTD is triggered with respect to all the spikes that the destination
neuron has emitted in the relevant time window. Equivalently, when an action potential
is emitted by a neuron, LTP is triggered with respect to all the incoming spikes from all
the synapses (see Fig.6.2(a)). A similar mechanism is commonly used for the spike-
pair STDP rule.

In the SpiNNaker system such implementation is not easily programmable: the
synaptic data structures are available to process only when a spike is received. There-
fore a novel model has been implemented (Jin et al., 2009, 2010c) to store all infor-
mation related to the incoming and outgoing spikes and trigger LTD and LTP when all
the relevant information is available locally in the core (see Fig.6.2(b)). In this exam-
ple, LTP and LTD are both triggered when an incoming spike is received: the STDP
time window for the previously received spikes is closed, meaning that all the relevant
post-synaptic spikes are available, and therefore it is possible to compute both LTP
and LTD. This execution model has been called the Deferred-Event Model (Rast et al.,
2009).

This type of implementation has an impact on the memory occupied by the data
stored for the records (incoming spike record and outgoing spike record), and on the
computation required to perform the synaptic weight update; these impacts are de-
scribed in the cited articles. The research topic proposed in the remainder of the chap-
ter originates from the large requirements in computational complexity and memory
occupation for the implementation of the standard and the spike-pair STDP rules.
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(a) Standard STDP software implementa-
tion

(b) STDP with Deferred Event Driven Model

Figure 6.2: Implementation of the standard STDP learning rule.

6.4 The STDP TTS learning rule

The key feature of this new learning algorithm is that it is able to update the synaptic
weight as soon as a pre-synaptic action potential is received by the post-synaptic neu-
ron. To achieve this, LTD is triggered using the spike-pair STDP rule, while for LTP
the synaptic modification is triggered in relation to the membrane potential value of
the post-synaptic neuron.

It may be relevant to note the difference from the standard STDP rule: the STDP
TTS does not require an action potential emitted by the post-synaptic neuron to trigger
LTP on the synapse from which an action potential is arriving.

To perform this algorithm, a relationship between the membrane potential and the
estimated time to spike of a neuron is needed. To determine this, a statistical approach
is used: the basis is that the higher the membrane potential, the sooner the neuron is
going to fire (with some probability). This forecast model is called “Time-To-Spike”
(TTS), and the LTP part is similar to the spike-pair STDP rule, although the time of the
outgoing spike is unknown at the moment of the weight modification, and is estimated
on a statistical basis.

In contrast to the standard STDP model implemented in the SpiNNaker system,
which requires the Deferred Event Model as described above (Jin et al., 2010c, 2009),
this algorithm computes both potentiation and depression (LTP and LTD) when a spike
arrives at its destination.
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6.5 Statistical feature extraction

For the purpose of this chapter we focus on Izhikevich neurons, described earlier in
section 3.6.1. Using a network comprising 4,000 Izhikevich neurons randomly inter-
connected with random delays the relation between the membrane potential and the
time required for this neuron to fire is estimated. Two types of neurons are used in this
network:

1. Tonic spiking neurons: (a = 0.02; b = 0.2; c =−65; d = 8);

2. Fast spiking neurons: (a = 0.1; b = 0.2; c =−65; d = 2);

There are 3,200 neurons of the first class each connected to 25 neurons of both
classes with excitatory synapses. The synaptic strength of these connections is
10mA. In addition there are other 800 neurons of the second class each connected to 25
neurons randomly chosen between the tonic spiking neurons with inhibitory synapses.
The strength of these connections is −5mA.

Figure 6.3: Example of computation of the Time-To-Spike (TTS) of a neuron.

The whole network is stimulated by the injection of a constant current of 20mA

into 60 randomly chosen neurons in the first class and 20 randomly chosen neurons in
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the second class. No synaptic plasticity is enabled for this test. The simulation is run
for 1000 steps of 1msec each, for an overall simulation time of 1sec.

During the simulation, the software records the membrane potential for all the neu-
rons in both populations and the incoming spike times. At the end of the simulation
the membrane potential record is post-processed: for every spike received by a neuron
a couple (membrane potential, time-to-spike) is computed (see Fig.6.3). Finally the
computed couples are grouped and sorted on the basis of the membrane potential, and
a mean value for the time-to-spike between all the elements in a group is computed,
and it is presented in Fig.6.4(a).

The difference between the two parts of the graph in Fig.6.4(a) can be explained
by examining the Izhikevich neuron phase space (Fig.6.5). If the value of the neuron
state variables v and u are in the half-plane on the left of the separatrix (the dashed line
and the BC part of the parabola in the graph), the neuron state will move towards equi-
librium point A in the absence of input. By contrast, if the neuron state is in the right
half-plane, the neuron state will move towards the firing condition (v ≥ 30mV ). The
threshold that identifies the two half-planes corresponds to the discontinuity between
the two sections of the graph in Fig.6.4(a).

6.5.1 Post-processing of the statistical function

To remove some noise from the graph in Fig.6.4(a),a sliding window filter has been ap-
plied over an interval of 1,024 equally-spaced membrane potential values, so that vari-
ation of the time-to-spike in the membrane potential/time-to-spike function is smoother.
The outcome of this post-processing is shown in Fig.6.4(b). While the section on the
right side of the graph is linear as described before, the section on the left shows some
fluctuations. In particular, around the point (−60mV ; 60msec) (see detailed Fig.6.4(b))
it is possible to note the first evident non-monotonicity: in a short interval around
those values, for lower values of the membrane potential the neuron is predicted to fire
sooner. This is interpreted as a statistical aberration, and towards the left part of the
graph these aberrations become more evident. To avoid encountering such regions a
window of 32msec is selected (Fig.6.4(c)).

The figure shows a function characterized by two segments: the first passes through
the points (30mV ;0msec) and (−40mV ;3msec); the second through the point
(−40mV ;3msec), and the second edge of the segment is used as a parameter for the
forecast (parameter “L”). The point (−40mV ;3msec) is actually a hinge point for the
second segment, and it is kept constant as the separatrix in the Izhikevich state phase
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(a) Raw version of the relation function. The graph can be divided into two sections
with very different behaviours, the discontinuity occurring at about −40mV . For mem-
brane potentials above this value, estimated time to spike is linear between 3msec and
0msec. For values below −40mV the graph is very noisy.

(b) Filtered version of the relation function. The
filter applied is a sliding window over an inter-
val of 1024 equally-spaced membrane potential
values. The square highlights the first incon-
gruence in the forecast of the Time-To-Spike:
in this region the lower the membrane poten-
tial, the sooner the neuron fires. The red dotted
line identifies the area considered for the fore-
cast function.

(c) Enlargement of the 32msec time window
used for the forecast function, highlighted with
the red dotted line in the previous image.

Figure 6.4: Function that relates the membrane potential in mV (on the horizontal axis)
and the estimated time to spike in msec (on the vertical axis).
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Figure 6.5: Izhikevich neuron state phase plane The horizontal axis is the membrane
potential variable v. The vertical axis is the membrane recovery variable u. The black
parabola represents the nullcline for the v̇ equation. The blue line represents the null-
cline for the u̇ equation. The red dashed line represents the separatrix between the
attraction domain of the equilibrium point A (left of separatrix) and the domain where
the neuron reaches eventually the spiking condition (right of separatrix).
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Figure 6.6: Relation between membrane potential and time to spike of the neuron.

plane is constant. Fig.6.6 summarises the relation function between the membrane
potential and the estimated time to spike.

6.5.2 The STDP-TTS learning algorithm

The algorithm which is performing the proposed learning rule is summarized with the
pseudo-code of Algorithm 7. As this algorithm is similar to the spike-pair STDP rule,
the first part of the algorithm performs the Long-Term Depression (LTD) part of the
algorithm using the time of the last known spike emitted by the post-synaptic neuron.
The difference of these time stamps are used as input to the STDP function (Fig.6.1).
The second part of the STDP TTS algorithm performs the forecast and the Long-Term
Potentiation (LTP) part of the STDP algorithm, using again the STDP curve to evaluate
the variation of the synaptic weight. In particular the forecast is computed on the
basis of the post-synaptic neuron membrane potential, applying the function described
earlier.

Figure 6.7 shows an example of the behaviour of this learning rule: only the
synapse carrying the last spike is potentiated because the membrane potential at the
onset of the spike is above the learning threshold.

6.6 Network description and input generation

To verify this learning rule, to test performance and to compare results with other
learning rules, the network structures depicted in Fig.6.8(a) and Fig.6.8(b) are used.

The network in Fig.6.8(a) is used to test the behaviour of the learning rule in the
case of a single input pattern immersed in the noise. The second network (Fig.6.8(b))
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Algorithm Name: THE STDP-TTS LEARNING RULE

Description: This routine performs synaptic weight modification according to
the Spike Timing Dependent Plasticity with Time-To-Spike forecast
(STDP-TTS) rule.

compute LTD(previous post synaptic spike time, current time);
m p = retrieve post synaptic neuron membrane potential();
t t s = forecast tts(m p);
compute LTP(current time, t t s);

Function description:
compute LTD(): computes Long-Term Depression using the previous known
post-synaptic spike time and the current simulation time;
compute LTP(): computes Long-Term Potentiation using the current simulation
time and the forecasted value for the post-synaptic spike;
retrieve post synaptic neuron membrane potential(): retrieves the post-synaptic
neuron membrane potential;
forecast tts(): estimates the time of the future post-synaptic spike based on the
post-synaptic neuron membrane potential;

Algorithm 7: The STDP-TTS algorithm.

Figure 6.7: Depiction of LTP trigger mechanism.
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(a) Network structure: 800 input neurons -
1 output neuron

(b) Network structure: 800 input neurons - 4
output neurons. The output neurons inhibits
each other (red links).

Figure 6.8: Structure of the neural networks used in the tests: 800 input neurons and 1
or 4 output neurons.

is used in the case of multiple input patterns, with the output neurons inhibiting each
other in a structure which resembles a soft Winner-Take-All network. All the synapses
have a 1msec delay.

The input neuron layer comprises 800 neurons and is connected using plastic ex-
citatory synapses to the output layer. The type of plasticity and the parameters of the
network are described for each of the tests presented. The output layer is comprises
tonic spiking Izhikevich neurons (i.e. their parameters are a = 0.02, b = 0.2, c =−65
and d = 8). The synapses present a first order dynamics (as described earlier in section
3.4.1) with a time constant different for excitatory and inhibitory synapses: τe = 1 and
τi = 20.

An example of the input provided to the network is shown in Fig.6.9: the input layer
is divided in two subclasses equally partitioned. The first subclass receives only noise
while the second class receives one (or two) pattern(s) hidden in the noise. When there
are two input patterns, they are interleaved between each other (1-2-1-2-1-...). The
input noise is generated through a Poisson process with a mean firing rate of 25Hz.
The pattern to be identified is generated in the same way, and has the same firing rate
as the noise, therefore it is not easily identifiable from an inspection of the raster plot
of the input (see Fig.6.9). The inter-pattern time is itself a Poisson process with a
mean modulation frequency of 9Hz; patterns cannot, however, be present across the
boundaries of a second, which slightly reduces the mean presence of the pattern from
the planned 9Hz.
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Figure 6.9: Example of raster plot of the input pattern for an input layer of 200 neurons
and pattern sent to the first half of this population. The input pattern is highlighted in
red. In the simulation the input was generated for 800 input neurons of which only half
will receive the input pattern.

The outcome of all the tests are presented in the form of “scatter plots” (e.g.
Fig.6.10(a)). In these graphs the horizontal axis represent the simulation time (in
seconds); the vertical axis represents the time between the beginning of the pattern
injection and the output spike (in milliseconds). Every dot represents an action poten-
tial emitted by (one of) the output neuron(s), as described in the figure caption. The
spikes emitted within the time window of the input pattern (delimited by the red line in
the graphs) are regarded as positive identification. The spikes above the line delimiting
the pattern time window are considered false positives and therefore represent noise in
the output. However, in some cases there is an identification which is just across the
boundary line, and which remains consistent while the simulation advances. In this
case, as will be explained in the text related to each of the images, this will be regarded
as a positive identification of the pattern, even if slightly delayed form the end of the
pattern itself.

6.7 Simulation results from SpiNNaker

Tests on this novel learning rule comprise a comparison with the standard STDP rule
and the spike-pair STDP rule. In addition, a test without any learning rule is performed
for completeness and subsequently some tests with the STDP TTS learning rule are
run and presented. The discussion on the proposed results will highlight the extent to
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which the various learning rules provide similar results, and, therefore, accomplish this
particular task satisfactorily.

The neural network used for this test is depicted in Fig.6.8(a). The initial weights
of the synapses between the input and the output layers are set randomly in the inter-
val [0;0.4]mA with a uniform distribution, while the hard limits for the low and high
bounds for the synaptic weights are set to the same interval.

The STDP curve used in these experiments is composed by a function described
by the two equations in (6.1), where the parameters used in the simulations are: A+ ≈
0.105 and A− ≈ 0.126, τ+ = τ− = 20 (Song et al., 2000; Jin et al., 2009, 2010c).

Fig.6.10 presents the results of the simulation in terms of scatter plots, as described
earlier, using the above parameters. The first of these plots (Fig.6.10(a)) presents the
output of the network for a simulation using the standard STDP rule. This graph is
divided in three parts, which represent the three stages of the neural learning process,
and presented in Fig.6.10(a), whose first 1,000msec of simulation are expanded in
Fig.6.10(b). In this specific case the initial 4 spike events in Fig.6.10(b), (0∼ 500msec,
represent the condition in which the output neuron is not aware of any injected pattern,
and therefore fires according to the initial synaptic weights, which are set randomly.
The initial random spike emission ceases when the output neuron starts detecting sta-
tistical regularities in the input, with the fifth spike emitted in Fig.6.10(b). When this
condition is met, the second stage of the learning process takes place: the graph shows
that the neuron is starting to detect statistical regularities in the input (the pattern in
this case) and it is possible to see that the neuron is tracing these statistical regularities
until the output spike is emitted after a minimum delay value from the beginning of
the pattern injection, when it becomes constant. The third section is represented by the
remaining part of the graph which shows that the output neuron locked to the pattern
and is stable in its recognition. In this condition the output neuron emits an action
potential after receiving the minimum set of inputs required, as described theoretically
by Guyonneau et al. (2005). It is interesting to note that, using the described set of
parameters, the simulation presents no false positive identification once it has locked
to the pattern.

A similar set of events can be described when using the spike-pair STDP rule
(Fig.6.10(c)). The first section on the left represents the output of an untrained neuron
which tries to detect a pattern. Eventually it locks to it and tracks the pattern until it
encounters the first group of spikes, as described for the standard STDP rule. In this
case, the number of false positive identification of the input pattern is very low: only
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(a) Standard STDP rule

(b) Expansion of the first second of the scatter plot of (a)

(c) Spike-Pair STDP rule (d) No learning rule used

Figure 6.10: Scatter plots for simulations using various learning rules.
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two action potentials are emitted beyond the pattern limit, after the output neuron has
locked on the pattern.

Finally, for completeness of this description, Fig.6.10(d) presents the output of the
network in case that no learning rule is embedded in it. It is possible to see how the
emission of action potentials by the output neuron is random with respect to the input
pattern.

In the next section the output of the STDP TTS learning rule is presented. This
rule requires one additional parameter, as described earlier: the “L” parameter. Various
simulations for different values of this parameter are presented in the next section, and
a particular value is defined on an experimental basis.

6.8 Manipulation of the “L” parameter

In this paragraph four series of tests using the STDP TTS learning rules are presented.
Apart from the initial and the boundaries of synaptic weights, the parameters for all
experiments are kept constant. The first set uses the same parameters and inputs used
in the previous experiment to test the standard STDP and the spike-pair STDP rules:

• Network parameters:

– Input neurons: 800;

– Output neuron: 1;

– Izhikevich neuron parameters: a = 0.02, b = 0.2, c =−65 and d = 8 (tonic
spiking neurons);

– Initial synaptic weight set randomly with a uniform distribution in the in-
terval [0;0.4]mA

– Synaptic weight limited in the interval [0;0.4]mA

• STDP curve parameters:

– A+ ≈ 0.105mA;

– A− ≈ 0.126mA;

– τ+ = τ− = 20msec;

• Input parameters:

SERGIO DAVIES 131 LEARNING IN SPIKING NEURAL NETWORKS



Chapter 6. The STDP-TTS learning model

– Background noise frequency: 25Hz;

– Pattern spike frequency: 25Hz;

– Pattern repetition frequency in the background noise: 9Hz;

The 8 scatter plots presented (first column in Fig.6.11 and Fig.6.12) differ from
each other only in the “L” parameter used: the value assigned to it varies from L =

−63mV to L =−70mV .
The second set presented (second column Fig.6.11 and Fig.6.12) modifies the ini-

tial synaptic weights to be uniformly randomly chosen in the interval [0;1.5]mA and
the limits of the synaptic weight are modified accordingly to the same interval.

The last two series (Fig.6.13 and Fig.6.14) have the same network configuration as
the first and second sets, but the random number generator seed for the input and for
the synaptic weight random number generators has been changed, with the purpose of
testing the robustness of the STDP TTS learning rule.

6.9 Observations on the learning behaviour

From the scatter plots presented it is possible to note two main possible behaviours of
the output neuron: the first one, observed initially by Guyonneau et al. (2005), shows
that the learning algorithm lets the output neuron adapt to the incoming pattern and,
since its membrane potential is kept above the threshold set by the “L” parameter (this
threshold will be called later learning threshold, as the potentiation is triggered only
when the post-synaptic neuron membrane potential is above such threshold), it is able
to tune to the earliest possible group of spikes of the pattern. Example of this behaviour
is presented in Figures 6.11(e) and 6.11(h).

The lower limit for the time required to identify the input pattern is set by the
number of spikes (and indirectly by the input synaptic weights) required to bring the
membrane potential above the learning threshold. However in some cases it is possible
that the input pattern is recognised very early: < 10msec after presenting the pattern.
Fig.6.12(b, d, f and h) are examples of this behaviour. In this case it is possible that the
neuron emits an action potential towards the end of the input pattern or even outside
the boundary of the pattern. This behaviour shows that the neuron has learned two
different sets of the input pattern and is tracking both of them at the same time, and
both events are regarded as positive identification. However, as it is possible to note,
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Figure 6.11: Scatter plots for STDP with TTS forecast - −66mV ≤ L ≤ −63mV . Set
1 has synaptic weights in the interval [0;0.4]mA. Set 2 has synaptic weights in the
interval [0;1.5]mA.
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Figure 6.12: Scatter plots for STDP with TTS forecast - −70mV ≤ L ≤ −67mV . Set
1 has synaptic weights in the interval [0;0.4]mA. Set 2 has synaptic weights in the
interval [0;1.5]mA.
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Figure 6.13: Scatter plots for STDP with TTS forecast - −66mV ≤ L ≤ −63mV . Set
3 has synaptic weights in the interval [0;0.4]mA. Set 4 has synaptic weights in the
interval [0;1.5]mA. The seed of the random number generator used to generate the
input and the initial synaptic weights for both sets of experiments has been changed
from the experiments in Fig.6.11 and 6.12.
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Figure 6.14: Scatter plots for STDP with TTS forecast - −70mV ≤ L ≤ −66mV . Set
3 has synaptic weights in the interval [0;0.4]mA. Set 4 has synaptic weights in the
interval [0;1.5]mA. The seed of the random number generator used to generate the
input and the initial synaptic weights for both sets of experiments has been changed
from the experiments in Fig.6.11 and 6.12.
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this condition generally presents a considerable amount of false positive identification
of the input pattern (noise in the scatter plot).

The second possible behaviour of the output neuron is shown, for example, in
Fig.6.11(e) and 6.11(d), and is the opposite of the behaviour STDP-like described ear-
lier: once the output neuron locks to the input pattern, the identification happens later
and later until the output neuron fires outside the pattern time window.

To understand this behaviour, an experiment utilising a simpler network is required.
The network used belongs to the class described in Fig.6.8(a), but has only 100 input
neurons and one output neuron. The input is generated with the same parameters used
for the test with 800 input neurons, but this time 50 neurons receive only noise and the
other 50 neurons receive the input pattern interleaved with noise. The initial synaptic
weight is set to 4mA for all the synapses and the interval in which the synaptic weight
can change is set to [0;4]mA.

Figure 6.15: Scatter plot of a network with 100 input neurons using the STDP TTS
learning rule.

In the scatter plot obtained from such test (Fig.6.15) it is possible to see that the
output neuron fires later and later from the beginning of the pattern. For this simulation
the evolution of each synaptic weight has also been recorded, and Fig.6.16 shows the
evolution of the synaptic weight for the synapses which carry only noise. On the
horizontal axis the time of simulation in seconds is shown; the vertical axis shows the
synaptic weight value, limited to the interval [0;4]mA. Each of the coloured lines in the
graph describes the evolution of the weight of each synapse; it is possible to see that
all rapidly converge to 0mA, as they do not carry statistical regularities in the injected
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pattern.

Figure 6.16: Evolution of the weights for the synapses that carry only noise.

Before presenting the evolution of the remaining set of synapses, these which carry
the input pattern, it is important to analyse the input pattern itself (Fig.6.17). The
input pattern is presented as a matrix where each row represents the input to each
single neuron, and each column represents the input injected in each millisecond for
all the neurons. A “1” in the matrix identifies a spike for a specific neuron in a specific
millisecond. In addition, the last row identifies the number of spikes which the output
neuron receives in each millisecond of the pattern. The last column marks the neurons
which send multiple input spikes in a single pattern.

From the scatter plot in Fig.6.15 it is possible to see that the pattern identification
locks after about 20sec of simulation at ≈ 35msec from the beginning of the pattern.
For this reason, looking at the plot of the evolution of the synaptic weight for one of
the early spikes of the pattern (e.g. input neuron 22, millisecond 12 of the pattern,
Fig.6.18), it is possible to see how the synaptic weight decreases. From this result, it
is possible to deduce that, at the time the spikes from these synapses are received, the
output neuron is insufficiently “charged” (i.e. its membrane potential is not enough
high) to trigger potentiation in the STDP TTS algorithm. In the description of these
events, and for this discussion, the first 80 seconds of the simulation are considered.
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1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 D

1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

2 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 *

3 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0

4 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

5 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

6 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

7 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 *

8 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 *

9 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0

10 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

11 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

12 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

13 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 *

14 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

15 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 *

16 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

17 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

18 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0

19 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

20 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 *

21 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0

22 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

23 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 *

24 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

25 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

26 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

27 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 *

28 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

29 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

30 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

31 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 *

32 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0

33 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

34 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

35 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

36 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0

37 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

38 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 *

39 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0

40 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 *

41 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

42 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

43 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

44 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 *

45 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0

46 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

47 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 *

48 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

49 0 0 0 0 0 0 0 0 0 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

50 0 0 0 0 1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0

SC 1 1 3 0 4 3 0 1 0 1 0 1 1 1 2 2 0 0 3 1 1 1 3 1 1 0 0 2 4 0 1 3 2 1 0 0 2 1 1 3 0 0 0 3 1 1 2 1 0 4

Figure 6.17: Representation of the input pattern.
Each row represents the input to each single neuron. Each column represents the input
injected in each millisecond for all the neurons. A “1” in the matrix (highlighted by a
red cell) identifies a spike emitted by a specific input neuron in a specific millisecond.
The last row identifies the number of spikes which the output neuron receives in each
millisecond. The last column marks the neurons which send multiple input spikes in a
single pattern.
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The remaining part is discussed subsequently, towards the end of this paragraph, as the
behaviour is the result of a peculiar process which needs to be analysed in-depth.

As synapses carrying spikes which are more advanced in the pattern (i.e. that
carry spikes which are injected later in the pattern) are considered, the evolution of the
synaptic weights involves higher peak values, because the membrane potential of the
output neuron has been raised by previous spikes. The synapse related to input neuron
34 (Fig.6.19), active at millisecond 16 of the input pattern has a maximum value of ≈
2.75mA around 19 seconds from the beginning of the simulation; it then starts decaying
again because the weight of the previous synapses has also decreased. Therefore the
output neuron’s membrane potential is no longer above the learning threshold, and
consequently the synapse under analysis cannot be potentiated.

Considering the synapses active during millisecond 23 of the input pattern
(Fig.6.20), it is easy to note that the maximum peak is noticeably lower than the one
previously seen: in fact the peak value is < 2.5mA after approximately 19 seconds of
simulation. This apparent anomaly can be justified considering the number of spikes in
the previous milliseconds of the pattern: in the period between milliseconds 20 and 22
of the input pattern only 1 spike per millisecond is received by the output neuron from
the relevant synapses (the synapses that carry the pattern). This causes the membrane
potential of the output neuron to decrease by more than the contribution coming from
the excitatory synapses, hence the potentiation of the three synapses analysed is not
particularly strong. However, since these three synapses have a strong contribution to
the membrane potential, the synapse related to the spike of millisecond 24 of the pat-
tern (neuron 42, Fig.6.21) is strongly enhanced for a longer period of time, and reaches
the saturation value for some seconds.

However, as the weight of previous synapses decreases, the membrane potential of
the output neuron is no longer above the learning threshold, and therefore LTP cannot
be triggered for this synapse. For a short transitory period of the simulation, the con-
tribution of this synapse is still enough strong to push the output neuron’s membrane
potential above the learning threshold, so that the subsequent synapse continues to be
potentiated for a short while longer (i.e. input neuron 16, millisecond 25 of the pattern,
Fig.6.22).

This is a cascade effect which repeats for every synapse from this point in the
pattern onward, and as a result, the output neuron delays the emission of the action
potential further because it requires more time to bring the membrane potential over
the firing threshold. Therefore the output neuron has the effect of “escaping” from the
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Figure 6.18: Evolution of the weights for the synapse of input neuron 22, millisecond
12 of the pattern.

Figure 6.19: Evolution of the weights for the synapse of input neuron 34, millisecond
16 of the pattern.
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Figure 6.20: Evolution of the weights for the synapse of input neurons 11, 24 and 46,
millisecond 23 of the pattern.

Figure 6.21: Evolution of the weights for the synapse of input neuron 42, millisecond
24 of the pattern.
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Figure 6.22: Evolution of the weights for the synapse of input neuron 16, millisecond
25 of the pattern.

Figure 6.23: Evolution of the weights for the synapse of input neurons 39 and 45,
millisecond 37 of the pattern.
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time window of the input pattern.
An interesting behaviour is presented by the synapses of neurons 39 and 45, which

are active at millisecond 37 of the input pattern (Fig.6.23). As can be seen, the weight
of the synapses is ≈ 0mA for about 38 seconds of simulation (except the initial tran-
sitory state). This happens because, initially, the input from these neurons is received
after the output neuron has fired, and therefore the membrane potential is close to the
reset state, below the learning threshold. However, after 38 seconds of simulation,
the emission of the action potential has been delayed until the point when the mem-
brane potential of the output neuron, at this point of the pattern, is above the learning
threshold. After a short while (about 20 seconds of simulation), the synapses cannot
get more potentiation because the weight of the previous synapses has decreased to the
point where their contribution does not push the membrane potential above the learning
threshold, and therefore the synapses of neurons 39 and 45 are themselves depressed.

The description of the events done so far can lead to various evolutions of the
experiment. In the scatter plot of the last example (Fig.6.15) it is possible to see that
after ≈ 85 seconds of simulation the identification jumps from ≈ 40msec to ≈ 10msec

of delay since the beginning of the pattern.
This behaviour is one of the possible evolutions, and this case depends on the

structure of the input pattern: from the input pattern in Fig.6.17 it is possible to see that
several neurons fire twice in the pattern, the first time at the beginning and the second
towards the end of the pattern. This causes a “wrap-around” effect: as the weight of
these synapses increases because the detection of the pattern is delayed towards the
end of the pattern, the contribution given by the same synapses at the beginning of the
pattern increases as well. Thus the detection moves to the beginning of the pattern, and
this causes the weights of some of the other synapses to start increasing again after 80
seconds of simulation.

A different evolution of the events is represented (with some approximation) in
Fig.6.13(b): the detection of the input pattern happens consistently and (more or less)
permanently after the limit of the input pattern time window. However, in all the graphs
which show the “escaping” behaviour, it is possible to note the (almost complete)
absence of false positive identifications of the input pattern.

The scatter plots presented earlier (Fig.6.11, Fig.6.12, Fig.6.13 and Fig.6.14) show
that a learning behaviour, similar to the one presented by the standard STDP
(Fig.6.10(a)) and the spike-pair learning rule (Fig.6.10(c)), is achievable with a “L” pa-
rameter included in the interval −66mV ≤ L ≤−64mV : (see Fig.6.11(g), Fig.6.11(f),
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Fig.6.13(g), Fig.6.13(d)), depending on the interval set for the input synaptic weight,
and therefore on the mean value of the membrane potential of the output neuron.

6.10 Influence of the parameters

This section presents how some of the parameters of the network influence the learning
behaviour of the STDP TTS rule. In the following paragraphs some of the parameters
of the networks introduced before are changed with the purpose of analysing the effects
and discussing the results.

6.10.1 Increasing maximum synaptic weight

This behaviour has already been shown in the comparison between sets 1 and 2 ex-
pressed in section 6.8: it is possible to see that the resulting scatter plot in set 1
(Fig.6.11(g)) is slightly more noisy that the scatter plot in set 2 (Fig.6.11(f)). This
is justified on the basis that the synaptic weight modification related both to LTP and
LTD keeps a value which is independent of the interval of the synaptic weight. In
the case of set 1, the maximum allowed synaptic weight is 0.4mA, while the synaptic
weight modification values are ∆wLT P = 0.1mA and ∆wLT D = 0.12mA, representing a
significant percentage of the maximum allowed synaptic weight (≈ 25%). On the other
hand, for set 2, the maximum allowed synaptic weight is 1.5mA, and in this case the
maximum synaptic weight modification is, in percentage, relatively smaller: ≈ 6.7%.

Additionally, since the synaptic weight in set 2 is stronger than in set 1, the mem-
brane potential of the output neuron is generally at a higher level in set 2, therefore the
learning threshold must be set accordingly to observe a similar behaviour.

6.10.2 Incrementing minimum synaptic weight

Incrementing the minimum synaptic weight has two main effects: firstly, as the weight
of the synapses cannot any more reach 0, the mean value of the membrane potential
of the output neuron increases. This effect facilitates learning as the output neuron’s
membrane potential is more likely to be above the learning threshold. The second
effect is that the output neuron is no longer able to select efficiently which synapses
carry statistical regularities. The first effect allows the identification of the input pat-
tern to advance further toward the beginning of the pattern, according to Guyonneau
et al. (2005). The second effect tends to increment the noise in the scatter plot; this
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(a) wmin = 0mA (b) wmin = 0.05mA

(c) wmin = 0.5mA

Figure 6.24: Scatter plot using the STDP TTS learning algorithm changing the mini-
mum allowed synaptic weight

is shown in the comparison between Fig.6.24(a) (which is the same as Fig.6.13(f)),
and Fig.6.24(b), obtained using Wmin = 0.05mA. The two scatter plots are extracted
from a simulation where the parameters are: initial synaptic weights are defined ran-
domly in the interval [Wmin;1.5]mA; the synaptic weight value is defined in the interval
[Wmin;1.5]mA; with regards to the STDP curve, the parameters are: A+ ≈ 0.105 and
A− ≈ 0.126, τ+ = τ− = 20, and the “L” parameter is set to L =−65mV . The network
uses 800 input neurons and 1 output neuron, and the input provided is the same as in
the previous test.

However, if the minimum synaptic weight has a too high value, the output neuron
is not able to select which synapses carry relevant information and which do not, as
all will have a significant contribution to the membrane potential (e.g. Wmin = 0.5mA,
Fig.6.24(c)).
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Figure 6.25: Scatter plot using a learning rule with the STDP curve that uses A+ = 0.3,
while the other parameters are set as before.

6.10.3 Incrementing LTP amplitude parameter

The last parameter modification which is analysed in the characterization of this novel
learning rule is the parameter A+ of the STDP curve. Previously, this value has been
set to A+ = 0.106; for this experiment it has been raised to A+ = 0.3, and the result is
shown in the scatter plot in Fig.6.25.

This parameter influences the ability to adapt to possible patterns which are re-
vealed in the input, therefore the output neuron is more inclined to detect a new pat-
tern, even when there is none. As a consequence, the noise in the output is greatly
increased and, as a consequence of this, since the spikes are very close to each other,
the synapses carrying the real pattern are depressed through the LTD mechanism. The
final consequence of these events is that the output neuron presents a slight “escaping”
behaviour, as described before in section 6.9.

6.11 Multiple input patterns

A final test on the learning behaviour of the STDP TTS learning rule involved a more
complex environment in which the network in Fig.6.8(b) was stimulated with two in-
put patterns immersed in noise. The configuration of the network used the following
parameters:

• Input neuron layer composed by 800 neurons;

• Output neuron layer composed by 4 neurons;
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• The output neurons inhibit each other (but they do not self-inhibit);

• Initial synaptic weight for input synapses uniformly distributed in the interval
[0;1.5]mA;

• Synaptic weight boundary limits: [0;1.5]mA;

• Learning parameter L =−65mV ;

• Parameters of the STDP curve: τ+ = τ− = 20, A+ ≈ 0.105 and A− ≈ 0.126;

• Time constant for first order excitatory synapses: τE = 1.0

• Time constant for first order inhibitory synapses: τI = 20.0

• Synaptic weight for inhibitory synapses between the output neurons 5mA;

The input has been generated with the same parameters described earlier: the input
noise and the patterns to be identified are generated through a Poisson process with a
mean firing rate of 25Hz. The inter-pattern time is itself a Poisson process with a mean
modulation frequency of 9Hz. In this case the two patterns are interleaved with each
other, so that the sequence is (1-2-1-2-1-· · · ). The outcome of this test is presented
in Fig.6.26 which comprises 8 scatter plots, one for each neuron with respect to the
timing of each of the input patterns.

As the initial synaptic weights are random, it is not predefined to which pattern
and in particular to which section of the pattern each output neuron locks. Nonetheless
each neuron acts with lateral inhibition pulses to prevent other neurons locking on the
same pattern, However, because lateral inhibition acts with a one millisecond delay
from an output spike, two output neurons firing simultaneously will mutually inhibit
one millisecond after the initial spike, but they can identify the same millisecond of the
pattern. Therefore it is possible that two output neurons (1 and 2 in this case) can lock
at the same point of the first pattern (Fig.6.26(a) and 6.26(c)).

Output neuron 3 locks on pattern 2, and through lateral inhibition prevents output
neuron 4 from keeping a lock on the same pattern (Fig.6.26(h)). Here, in fact, it is pos-
sible to see the “escaping” behaviour of the neuron which is triggered by the inhibition
pulses coming from output neuron 3. When the identification moves toward the end of
pattern 2, the output neuron locks to pattern 1 (Fig.6.26(g), in the very same moment
as output neurons 1 and 2.
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Input pattern 1 input pattern 2
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(a) Scatter plot for output neuron 1
with respect to pattern 1

(b) Scatter plot for output neuron 1
with respect to pattern 2
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(c) Scatter plot for output neuron 2
with respect to pattern 1

(d) Scatter plot for output neuron 2
with respect to pattern 2
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(e) Scatter plot for output neuron 3
with respect to pattern 1

(f) Scatter plot for output neuron 3
with respect to pattern 2

O
ut

pu
tn

eu
ro

n
4

(g) Scatter plot for output neuron 4
with respect to pattern 1

(h) Scatter plot for output neuron 4
with respect to pattern 2

Figure 6.26: Scatter plots for STDP with TTS forecast - two input patterns, four output
neurons.
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As can be observed, in Figures 6.26(b), 6.26(d), 6.26(e) and partially in Figures
6.26(g) and 6.26(h), there is a “ghost” effect. This is connected with the presence of
two different interleaved input patterns, whose inter-time is random. When a neuron
identifies one of the two input patterns it fires with a delay from the beginning of the
pattern identified and with a different delay (usually greater) from the beginning of the
previous pattern occurrence. Given the randomness of time occurrence of the pattern,
the result is the “ghost” effect shown before.

6.12 Performance evaluation

The performance of the learning algorithms developed for the SpiNNaker system, the
standard STDP, the spike-pair rule and the STDP TTS rule, have been evaluated in
terms of computational cycles required to perform and the memory occupancy of each
of them.

6.12.1 Computational requirements

The tests run on the SpiNNaker hardware allowed measurement of the computational
effort required by the processor to perform each of the learning algorithms (Tab.6.1).
Since some of them can have a wide variability due to the input and history of the
spikes, a minimum and a maximum case are considered, together with a usual case.
The minimum case is measured for the standard STDP in the condition where no spikes
have been received or emitted, so that all records are blank and no synaptic update is
effectively triggered. The maximum case is measured for the standard STDP in the
condition where, every millisecond, a spike has been received and emitted, so that all
records show the full set of incoming and outgoing spikes. The last two tests are unre-
alistic from a biological point of view, but define the limits in terms of computational
power required. For a more general case, a measurement of the cycles required for
the learning algorithm during one of the experiments discussed earlier is taken. For
the spike-pair STDP, the minimum case conditions are the same as the ones for the
standard STDP algorithm; the worse case scenario, however, happens when a spike
that is received and a post-synaptic spike that is emitted are recorded at the beginning
and at the end of the record time window, requiring therefore an intensive search. The
usual case is extracted, as described before, from the simulation run in one of the tests
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Min computation
values

Mean computation
values

Max computation values

Clock
cycles

Time
(µsec)

Clock
cycles

Time
(µsec)

Clock cycles Time (µsec)

Standard
STDP 425 2.125 1,708 8.54 365,424 1,827.12

Spike-pair
STDP 386 1.93 1,021 5.105 1,282 6.41

STDP
TTS N.A. N.A. 270 1.35 N.A. N.A.

Table 6.1: Computation requirements for each learning algorithm (values are approxi-
mated).

described previously. For the STDP TTS algorithm, there is no best or worst case sce-
nario, as the algorithm always performs the same steps with few and small variation in
their sequence. Therefore, in this case, only the usual amount of computation will be
presented.

It should be noted how all the learning rules, here described, are much more expen-
sive, in terms of computational effort, compared with the requirements for the neural
membrane update. For example, for an Izhikevich neuron, currently the most com-
plex neuron simulated on the SpiNNaker architecture, Izhikevich in 2004 estimated
the number of floating point operations (FLOPS) to be 13 (Izhikevich, 2004). This
number is at least one order of magnitude lower than the computational complexity of
the simplest learning rule implemented on SpiNNaker (see Tab.6.1).

In the following paragraphs, the computational requirements for each of the (macro)
steps of the algorithm is presented.

Standard STDP

The standard STDP rule implementation comprises two main parts: the first is fixed,
and is independent of the number of synapses which depend on the particular pre-
synaptic neuron; to perform this part of the algorithm, ≈ 50 clock cycles are required.
The second part of the algorithm, instead, is executed for each neuron to which a re-
ceived spike has to be propagated. The initial operation of this group is to decode the
synaptic word fetched from the external memory, and this task requires ≈ 32 clock cy-
cles to complete. Measuring the computation required for the search of spike couples
(one pre-synaptic and one post-synaptic spike) and the relative weight update for the
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standard STDP algorithm leads to results which are not precise, as the number of op-
eration varies with the history of the incoming and outgoing spikes. However, a mean
value for such an operation may be extracted, and it is ≈ 1,582 clock cycles. In this
part of the algorithm, once the time stamp of the pre- and post-synaptic spikes have
been extracted from the record, the routine which updates the weight takes ≈ 61 clock
cycles to perform. Finally, the synaptic word needs to be encoded again before being
stored back in the SDRAM; the number of clock cycles required for this task is very
similar to that for the decoding task and requires ≈ 37 clock cycles.

Spike-pair STDP

This algorithm shares a relevant part of the code with the standard STDP rule, such as
the setup part of the STDP algorithm and the synaptic weight update routine. The part
which changes from the standard STDP rule involves the search for the two couples
of spikes on which trigger LTP and LTD. In this case 676 clock cycles was the mean
value required for the computation of the LTP and the LTD.

STDP TTS

The STDP TTS rule implementation includes two parts, as for all the other algorithms:
a fixed, or setup, part and a repeating part. However, differing from the other algo-
rithms, this one comprises a series of steps which do not vary greatly with the history
of spikes received and emitted. In fact, there is no history kept of incoming spikes and
the time stamp of only one outgoing spike is stored. The fixed part of the algorithm
requires ≈ 22 clock cycles and the repeating part requires ≈ 260 clock cycles which
can be approximately divided so:

• Word decode: 32 clock cycles;

• Voltage retrieval: 30 clock cycles;

• Forecast: 51 clock cycles;

• Synaptic weight update (LTP): 57 clock cycles;

• Synaptic weight update (LTD): 55 clock cycles;

• words encode: 37 clock cycles;
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In conclusion, it is clear that the STDP TTS requires much less computation to
perform the learning task compared with the other two learning rules. Additionally,
the variability in the number of clock cycles is reduced.

6.12.2 Memory occupation

This analysis considered only the memory occupied by the data related to the learning
rule for each neuron, plus any data used, in general, for each of the rule under compar-
ison. No temporary data required for the computation of the algorithms is considered.

Standard STDP and spike-pair STDP

This rule takes into account the timing of all the incoming and outgoing spikes, so the
memory is occupied by the record of the timestamps connected with these events.

• Memory related to incoming synapses: 2 words (8 bytes) for each pre-synaptic
neuron. If the same pre-synaptic neuron is connected to multiple post-synaptic
neurons, this data still occupies 2 words;

• Memory related to outgoing spikes: 5 words (20 bytes) for each neuron simu-
lated in the core;

• Memory related to the STDP table: 257 bytes which contain the STDP func-
tion table and additional 9 bytes of information to configure the synaptic update
routine.

The values related to the memory required to store the time stamp of incoming and
outgoing spikes are defined in software and, therefore, are modifiable. However, the
smaller the memory available for this purpose, the greater are the chances that some
synaptic updates are not performed, and therefore the performance of the algorithm
degrades.

STDP TTS

This rule needs to store only one post-synaptic spike which happens before a pre-
synaptic spike is received. The space required is, therefore, connected with a single
time-stamp record.

• Memory related to incoming synapses: 0 words;
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Standard STDP and
Spike-Pair STDP

STDP TTS

Memory occupation for
incoming synapse

2 words ×
10,000 pre-synaptic neurons =
20,000 words = 80,000 bytes

0 bytes

Memory occupation for
outgoing spikes

5 words × 100 neurons =
500 words = 2,000 bytes

1 word × 100 neurons =
100 words = 400 bytes

Memory related to STDP
table and parameters

266 bytes 268 bytes

Total 82,266 bytes 668 bytes

Table 6.2: Example of memory requirements for each learning algorithm in the case
of 100 neurons each receiving input from other 100 neurons.

• Memory related to outgoing spikes: 1 words (4 bytes) for each neuron simulated
in the core.

• Memory related to the STDP table: 257 bytes which contain the STDP function
table and additional 11 bytes of information to configure the synaptic update
routine.

Some memory occupation figures can be extracted from an example deploying a
hundred neurons, each receiveing spikes from a hundred different neurons. For this
simple example the memory occupation is detailed in Table 6.2.

Memory occupation is, therefore, greatly reduced (by ≈ 99.1%) when comparing
the STDP TTS with the standard STDP and the spike-pair rules.

6.13 Discussion

The STDP TTS algorithm permits aggressive improvements in computational and
memory efficiency. However, the time required for the output neuron to fire to sig-
nal that a pattern injection has been identified, the network response time, may be
slower because the output neuron is not able to tune to the earliest group of spikes of
the input pattern(s) (Fig.6.7). A weak winner-take-all configuration with mutual inhi-
bition in the four-output-neuron simulations is used to discourage two neurons from
identifying the same portion of the input pattern. However, in some cases (Fig.6.26(a)
and Fig.6.26(c)) the inhibitory connection is not fast enough to prevent two neurons
from learning the same pattern. Because the TTS rule predicts future spikes, weight
changes may occur even if, in actual fact, the output neuron does not produce an action
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potential. All that is required to trigger LTP is that the membrane potential reaches
the threshold imposed by the L parameter; furthermore, this prediction is based on the
membrane potential prior to adding input delay corrections. Thus the TTS rule may not
account for delayed inhibitory inputs, such as can happen in the WTA configuration.
The result can be the simultaneous potentiation of input synapses to neurons which are
rivals for the same input representation. One solution is to add more randomness in the
neuron and connection parameters to break network symmetry.

Variations of the learning parameter L result in very different behaviour: while
some values produce results similar to the standard learning behaviour, others have a
very noisy or even an “escaping” behaviour. If we move the L parameter to a value
which is too low, the network may adapt to random noise present on the input, which
increases the mean membrane potential of the output neuron. In our tests no random
noise was added on the input pattern. Indeed, it could modify the forecast function
because of its effect upon the mean membrane potential. On the other hand, opening
the forecast time window to greater values than those chosen in this chapter may lead
to unpredictable and/or unstable behaviour.

The algorithm discussed in this chapter is based on a statistical approach which
may be sensitive to model specifics. Statistical behaviour was extracted using only two
possible types of Izhikevich neuron; changing the type of Izhikevich neuron may lead
to different forecast functions. A general rule which used the neuron parameters a, b,
c and d to evaluate the statistical function would be much more useful, but on the other
hand there may be neurons for which no forecast function exists. Chaotic neurons
may belong to this category although, for such neurons, it is questionable whether
they are able to learn to respond to specific input patterns. Systematic analysis of the
relationship between L, a, b, c, and d will be important future work.

Thus far, the simulations have run on the current-generation SpiNNaker board,
containing 4 SpiNNaker chips with a total of 72 cores. While the simulations were
executed in real-time, with the small size of network in these experiments, differences
in execution speed are already significant compared to simulation on a conventional
PC platform. Larger boards have already been developed having 48 chips with a total
of 864 cores, and are currently under test; these boards may use dedicated board-to-
board links to permit assembly into very large systems. With these boards testing of
models with hundreds of thousands to millions of neurons can be tested to examine
scalability systematically.
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6.14 Summary

In this chapter a novel learning rule has been presented. The proposed rule has achieved
a better memory occupation and a lower requirement in terms of clock cycles. How-
ever, there are some differences in the behaviour if compared with the STDP rules
which have been described throughout the chapter and some improvements have been
marked for future development. The next chapter summarizes the three research con-
tributions presented, and for each of them possible developments are highlighted. In
addition, a novel feature is proposed which involves the use all the three contributions
for a single goal.
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Chapter 7

Conclusion and future work

This chapter summarises the conclusions of the research carried out, and suggests some
possible evolution. Since the topics discussed cover three different areas of research,
this chapter follows the same order, summarising the conclusions and proposing pos-
sible future work for each of the research areas. In addition, one possible evolution
which joins together the three topics is finally presented.

The three topics discussed involve:

1. SpikeServer: a host interface to inject spikes into the SpiNNaker system accord-
ing to the SpiNNaker time clock;

2. Population-based routing: a novel multicast routing algorithm which allows very
efficient computational performance and acceptable routing table space require-
ments.

3. The STDP TTS learning rule: a novel learning rule for spiking neural networks
whose behaviour is similar to the standard STDP algorithm, but which allows
faster computation and smaller memory occupation.

7.1 The SpikeServer evolution: multiple channels

The interface to inject spikes into the SpiNNaker system, the SpikeServer, was de-
signed to provide general support to synchronize a host computer with the SpiNNaker
hardware, independently of the hardware channel in use. The research presented
showed that it is possible to use a non real-time channel, such as an Ethernet, to al-
low real-time communication with some degree of accuracy.
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Currently this software is the only one developed to inject host-generated spikes
in synchronism with the neural simulation on the SpiNNaker system. Therefore, for
long simulations where the memory required exceeds that available by the cores, this
software is a required building block.

The Ethernet interface has been used as it was the one available on the current
SpiNNaker boards. However, as the development of the project proceeds, it seems
reasonable that more appropriate channels should be used, so that the accuracy of the
timing in the spike injection and the bandwidth of the channel improves. The Spike-
Server software presented in chapter 4 has been designed modularly, so that it is pos-
sible to program new channel(s) to be used in the communication with the SpiNNaker
board; in addition, in the case when multiple communication channels are required,
it is possible to instantiate multiple PLL blocks, one for each instance of the channel,
so that each is synchronized to a particular core. Substantially, the SpikeServer can
be parallelised to multiply the input/output channels of the system, keeping a single
software entry point for the user interface.

7.2 Self-configuring SpiNNaker

The population-based routing approach has been designed to connect two populations
of neurons using a single channel (identified by an entry in the routing tables), leaving
the detailed description of the synaptic interconnection to the very last stage, when a
spike is processed by the destination core.

For routing purposes, the Longest Path First algorithm has been chosen for its
performance, in terms of network resource usage, and for its capacity to create a route
using only information which is local to each core.

A similar approach has been taken in the design of the software which generates
the binary configuration files for the SpiNNaker system.

These specifications have been chosen so that the process of computing the routing
tables, as well as all the other binary files, could be parallelised as far as possible. In
fact, during the design and realization of the population-based routing principles and
algorithms, as well as during the implementation of the Partition And Configuration
Manager (PACMAN - see section 3.5), it was clear that the task of the binary file gen-
eration for the description of the neural networks to be simulated on SpiNNaker, is the
most computationally expensive. Additionally, as highlighted on multiple occasions,
the engine of the SpiNNaker simulator is a general-purpose processor which may be
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Computation requirements
(mean values) Memory requirements

(see example Tab.6.2)Clock cycles Time (µsec)
Standard STDP 1,708 8.54 82,266 bytes
Spike-pair STDP 1,021 5.105 82,266 bytes
STDP TTS 270 1.35 668 bytes

Table 7.1: Comparison of computational requirements and memory occupation for the
three learning algorithms available on SpiNNaker.

used for tasks different from spiking neural network simulation. The idea proposed,
therefore, is to use the SpiNNaker system itself to generate such description binary
files before simulation starts.

For these reasons, all algorithms implemented, so far, in the binary file generation
section of PACMAN have been pipelined to reduce the memory required for each of
the step of the computation. In this way it is easier to implement such algorithms on
a system with a small amount of memory such as the SpiNNaker system. The key
point of this process is to transfer the high-level description of the neural network to
each core, and then leave the machine to self-configure. In addition, all the algorithms
currently implemented using the Python scripting language need to be transferred to
a language which can be compiled for ARM cores (such as the C language). This
process is not trivial and requires some particular care in the management of the mem-
ory: currently this task is left to the Python interpreter, which is not available on the
SpiNNaker system.

7.3 The STDP TTS learning rule

In the last chapter the STDP TTS learning rule was introduced and characterized, and
the discussion showed that it is possible to use the post-synaptic membrane potential
to trigger LTP. This new mechanism was shown to be computationally less expen-
sive, keeping the learning behaviour on the selected task comparable with the standard
STDP and the spike-pair STDP rules. As proof of this, the results of various tests have
been presented to show, analyse and understand the behaviour of this novel learning
rule, with particular regard to the newly introduced “L” parameter. In particular, Ta-
ble 7.1 provides a comparison for memory occupation and computation requirements
between the three learning rules available on SpiNNaker: the standard STDP rule, the
spike-pair STDP rule and the STDP TTS rule.
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7.4 Future work

Future work in this field is wide ranging. Some are highlighted in the following sec-
tions:

• Dynamic adaptation of the “L” parameter;

• A synaptic re-fetch event model;

• Modification of the membrane potential sampling time;

7.4.1 Dynamic adaptation of the learning parameter

As described in section 6.8, the learning parameter “L” used in the STDP TTS rule
needs careful tuning to yield an algorithm which presents as little noise as possible and
is able to advance in the detection of the pattern. However, from the results and the
discussion presented, it is clear that the value of this parameter is connected with the
mean value of the output neuron’s membrane potential.

Therefore it is possible to think about a dynamic rule to compute this parameter:
in the case when the mean value of the membrane potential is particularly high; the
adaptation rule may increase the learning threshold so that synaptic potentiation hap-
pens more rarely. Aletrnatively, if the input synapses are less active and the mean
value of the membrane potential is lower, the “L” parameter may be lowered also, so
that potentiation happens more easily. This adaptation of the learning threshold may
resemble (under certain aspects) the BCM (Bienenstock et al., 1982) rule, which also
uses a variable threshold (θ) to trigger synaptic potentiation/depression.

Using such a rule, the neural network may adapt autonomously to a range of in-
put synaptic weights and activity rates, even if these parameters change during the
simulation.

7.4.2 The re-fetch model

The prediction of potentiation, currently, does not take into account synaptic delays,
as the membrane potential is sampled at the end of the millisecond when a spike is
received by the destination core. Therefore, the prediction is reliable as the synaptic
delay in the current networks is 1msec, but, as the synaptic delay increases, the forecast
rule becomes less reliable.
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To compensate for this problem, a software model may be implemented to keep
track of all incoming spikes in a time window, and the membrane potential of each
neuron for the same time window, so that is possible to defer the computation of the
synaptic weight update until the membrane potential is known. However, this model
would increase the core’s internal memory usage and would require that the synaptic
information is fetched a second time from the SDRAM when it is possible to compute
the update. Therefore this model requires some performance measurement to check
the applicability to a real-time system.

7.4.3 Sampling the membrane potential after the delivery of the
spike

The re-fetch model may be a vehicle for other experimentation: sampling the mem-
brane potential some milliseconds after the spike has been delivered to the post-synaptic
neuron. This has been theoretically described by Harris (2008), and it may improve
the learning capabilities of rules based on post-synaptic neuron membrane potential.

7.4.4 Other plasticity models

More generally, synaptic plasticity is a very wide research field, where few biological
processes have been discovered through experimentation. More processes can be mod-
elled on neuromorphic or neuromimetic hardware (such as the SpiNNaker system) to
check the applicability to biology. These examples may include:

• Short-term plasticity;

• Heterosynaptic plasticity;

• Supervised learning;

• Reinforcement (reward-based) learning;

• Evolutionary learning.
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7.5 Synaptic rewiring and structural plasticity

Simulators which allow structural plasticity features (also known as synaptic rewiring
and synaptic pruning) are not common. In general it is plausible that software sim-
ulators are theoretically able to implement such models as they are completely pro-
grammable. Hardware simulators which do not allow on-the-fly reconfiguration of
synaptic interconnections are unlikely able to simulate such feature.

However, in biology, these processes do take place on very long time scales (per-
haps hours). Implementing them in a neural network simulator will allow biologists
and neurologists to test models which describe how brain circuits are created, and
therefore bring these models to a new scale of realism. The SpiNNaker simulator, al-
lowing on-the-fly reconfiguration, provides a general-purpose computational substrate
that is able to simulate such models.

7.5.1 Synaptogenesis

The process of generating new synapses may be simulated on SpiNNaker, taking ad-
vantage of the population-based routing principles described earlier. When a popula-
tion requires a new connection with another population, during a long run of a sim-
ulation (where the input needs, therefore, to be provided through the SpikeServer), a
series of events need to take place:

1. The source core, which hosts the population requiring a new connection, emits a
“discovery” packet in the SpiNNaker network toward the destination population
(core). The knowledge of the population mapping in the system is essential at
this stage.

2. The discovery packet jumps through all the chips between the source and the
destination and checks that all the links and all the routers are alive and that
there is space available in the routing tables for a new connection.

3. When this packet reaches the destination core, it initialises a new memory area
which will contain the information related to the new synaptic connectivity;

4. Finally, the destination core replies with an “instantiation” packet which follows
the same route backwards. When each of the cores between the source and
the destination receive such packet they store a new routing entry for the novel
projection being created.
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The projection needs to be created backwards because of the computational time
required to perform all these steps: if a packet is received by the destination core,
but the synaptic interconnectivity area has not yet been initialised, misbehaviours may
easily happen. In the same way, if the routing path is not completely set before a packet
is emitted by the source population, a system-wide misbehaviour may arise.

Once the new projection is created, synaptic plasticity may enhance or reduce the
efficacy. However, given the complexity of the synaptogenic process, an inexpensive
learning rule may be required to keep simulations running in real-time.

7.5.2 Synaptic pruning

This process is complementary to the one previously described. In this case the process
is triggered by the destination core: a projection that has very low synaptic weights
brings very low contribution to the post-synaptic population, and therefore can be
pruned. The sequence of events that drives this process are:

1. The destination core sends a “request for pruning” packet to the source core.
This packet passes through all intermediate cores to find the appropriate place to
cut the final branch.

2. When this node is found, the routing table of the specified node is modified
accordingly and a “pruning” packet is sent across the same path towards the
destination core.

3. All the intermediate chips which receive such packet purge the entry in the rout-
ing table, freeing space for future new connections;

4. The pruning core also deallocates the synaptic memory area so that this memory
may be allocated to other new connections.

The pruning of the multicast entry needs to be done from the router which starts
the last branch of the multicast tree that reaches the core to be pruned. The pruning
process then heads toward the destination, as this is the only way that packet dispersion
in the system is avoided. Freeing the memory used by the synaptic interconnectivity
may be done by the destination core upon the receipt of the synaptic pruning packet.

The algorithms described here are only initial thoughts on how to implement such
processes. More in-depth analysis and experimental results are required to check the
correctness and the possibility for optimizations.
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Structural plasticity is a very complex phenomenon which starts at the beginning of
a life form but is not yet completely understood. Providing a platform for simulations
of this phenomenon may ease the work of neurologists and biologists who may be able
to test the practicality their hypothesis and verify that they align with the reality of
the events. The SpiNNaker system has been designed for such experimentations and
therefore it provides a valuable help for researchers in the field.

7.6 Summary

Since the 1990s, when the synaptic plasticity process started being analysed in-depth,
the rules extracted from biological observations have been the basis for experimenta-
tion in the computational neuroscience field. However, biological observations have
not provided a uniquely defined rule. For example, as described in section 6.2.2, the
best-known STDP rule describes synaptic efficiency variation according to precise tim-
ing of pre- and post-synaptic spike timing, but it does not define how multiple pairs are
taken into account. Moreover, recent novel experimentations (Graupner and Brunel,
2012) described the mechanisms underlying this process from a different perspective,
adding, in the model, calcium ions as a modulator for the process. This new model has
shown to be able to incorporate all the biological results extracted until now, but still
does not provide a detailed description of the mechanisms involving all the molecules
at the synaptic level.

Simulators, with an increasing level of biological fidelity, have been developed
using hardware and/or software techniques, comprising biologically extracted rules
for in-depth analysis of the processes involved in this phenomenon. However, rules
extracted directly from biological observations have always been found hard to im-
plement in both types of simulator, therefore some of the biological details have been
omitted to achieve a simpler rule which was possible to implement.

However, from the point of view of a real-time hardware/software simulator, such
as SpiNNaker, the rules proposed by the biological observations are computationally
very expensive. In some limit cases it may even be possible that the learning rule
require more time than is available considering the real-time constraint.

The novel learning rule proposed in this research demonstrated achievable perfor-
mance comparable to those defined on the basis of biological observations, but at a
lower computational cost, is achievable by real-time simulators such as SpiNNaker.
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D., Ermentrout, B., Djurfeldt, M., Lansner, A., Rochel, O., Vieville, T., Muller, E.,
Davison, A., Boustani, S. E., Destexhe, A., Dec. 2007. Simulation of networks of
spiking neurons: a review of tools and strategies. Journal of computational neuro-
science 23 (3), 349–398.

Burkitt, A. N., Gilson, M., van Hemmen, J. L., May 2007. Spike-timing-dependent
plasticity for neurons with recurrent connections. Biological cybernetics 96 (5),
533–546.

Cajal, S. R., Jan. 1894. The Croonian Lecture: La fine structure des centres nerveux.
Proceedings of the Royal Society of London 55 (331-335), 444–468.

Carpenter, G. A., Grossberg, S., Dec. 1987. ART 2: Self-organization of stable cat-
egory recognition codes for analog input patterns. Applied Optics 26 (23), 4919–
4930.

Chapiro, D. M., 1984. Globally-asynchronous locally-synchronous systems. Ph.D. the-
sis.

Clopath, C., Busing, L., Vasilaki, E., Gerstner, W., Mar. 2010. Connectivity reflects
coding: a model of voltage-based STDP with homeostasis. Nature Neuroscience
13 (3), 344–352.

Cowan, W. M., Sudhof, T. C., Stevens, C. F. (Eds.), Jan. 2001. Synapses, illustrated
edition Edition. The Johns Hopkins University Press.

SERGIO DAVIES 166 LEARNING IN SPIKING NEURAL NETWORKS



Bibliography

Cox, C. E., Blanz, W. E., Mar. 1992. GANGLION-a fast field-programmable gate array
implementation of a connectionist classifier. Solid-State Circuits, IEEE Journal of
27 (3), 288–299.

Dally, W. J., Towles, B., 2004. Principles and Practices of Interconnection Networks.
Morgan Kaufmann.

Darwin, C., 1859. The origin of species (6th edition). New York: P.F. Collier.

Davies, S., Galluppi, F., Rast, A. D., Furber, S. B., 2012a. A forecast-based STDP rule
suitable for neuromorphic implementation. Neural Networks 32 (0), 3–14.

Davies, S., Navaridas, J., Galluppi, F., Furber, S., Jun. 2012b. Population-Based Rout-
ing in the SpiNNaker Neuromorphic Architecture. In: WCCI 2012, The 2012 IEEE
World Congress on Computational Intelligence. IEEE, pp. 1932–1939.

Davies, S., Patterson, C., Galluppi, F., Rast, A. D., Lester, D., Furber, S. B., 2010.
Interfacing real-time spiking I/O with the SpiNNaker neuromimetic architecture.
Australian Journal of Intelligent Information Processing Systems 11 (1), 7–11.
URL http://cs.anu.edu.au/ojs/index.php/ajiips/article/view/1071

Davies, S., Rast, A., Galluppi, F., Furber, S., Jul. 2011a. A forecast-based biologically-
plausible STDP learning rule. In: Neural Networks (IJCNN), The 2011 International
Joint Conference on. IEEE, pp. 1810–1817.

Davies, S., Rast, A. D., Galluppi, F., Furber, S. B., 2011b. Maintaining real-time syn-
chrony on SpiNNaker. In: Proceedings of the 8th ACM International Conference on
Computing Frontiers. CF ’11. ACM, New York, NY, USA, pp. 15:1–15:2.
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